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Description

Method and system for stripping down a software to minimize its code for operating device
features of a device

The invention is concerned with a method and a system for reducing or stripping down a
software code of a software in order to minimize the code while still being able to operate a
predefined feature set in a device, e.g. in a vehicle. Device feature data lists the several
device features that are to be operated by the software and the software shall have a
minimized code footprint, such that a minimum amount of binary code stays unused during
the operation of the device.

In automotive technology, vehicles (like passenger vehicles or trucks or busses) nowadays
comprise microprocessors having an operating system instead of microcontrollers with
monolithic control software. The operating system is often an open source system such as
Linux, in particular the Linux distribution “JANTE” ®. However, those operating systems are
not only limited to the use on microprocessors for vehicles and therefore comprise additional
features that are, however, not needed in a vehicle.

Since any software, including the operating system kernel, in the vehicle has to be tested on
safety issues and has to be supervised and maintained, the more code the software
comprises, the more code has to be tested, supervised and maintained. Therefore, it is the
goal of software engineers to identify those parts of the code of the operating system that are
not used and to eliminate those parts of the code. So far, this is done manually, which makes
the process very cumbersome.

The same counts for software that is originally written for running on a microcontroller and
shall now be transferred to run on a microprocessor. On microcontrollers, it is often an
embedded software that is running on a proprietary operating system that is different from
chip manufacturer to chip manufacturer. Here, a compiler can be used to optimize the binary
code of the software as different function blocks of the software code are linked statically
resulting in a well know predefined arrangement of the binary code in the memory.

This is not possible when transferring the functionality into a shared library on microproces-
sors. Thus, if the software shall be directly transferred to a microprocessor, the software may
also comprise code that is not needed. This is not easy to detect as the shared library may
be linked dynamically in different contexts. This software therefore also needs an optimiza-
tion in order to minimize the amount of software code that is finally included in the binary
code of a software for a vehicle.
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Document US 2008 133 598 A discloses a method for reducing a memory food print of an
embedded system. As has already been described, within an embedded system, it is much
easier to identify unused code, as an embedded system is running on a monolithic binary
code with no dynamic linking. Transferring this method to a system using a microprocessor
and dynamic linking is not trivial.

Document US 2012 102 473 A describes a method for reducing the code size of compiled
code by taking advantage of the specific structure of object oriented code where abstract
method definitions may be deleted without rendering the remaining code inoperable.

Document US 2015 234 652 A describes a software for an internet server that determines
automatically which parts of the software have been accessed by clients. Those parts of the
software that are not accessed by any client within a certain time period are deleted from the
server. This statistical approach comes with the risk that code may be deleted that might
become relevant in a very rare specific case that may have been overlooked.

Document US 10956138 B describes a method for reducing memory usage of a software
that is based on a scripting language. This solution requires the programming of functionali-
ties based on scripts instead of binary code.

Document US 9436449 B describes a method for removing portions of a software by means
of a trial and error method in that code is disabled and a behavior of the resulting software is
compared to a desired behavior. If the resulting behavior matches the desired behavior, the
code is removed, otherwise the code is re-enabled. This method makes it difficult to
determine non-required code in a deterministic straight forward way and code might remain
in the software that is not used at all but that has not been identified in the trial and error
phase.

Document US 2009 327 639 A discloses a method for identifying unneeded software
features by analyzing the memory data from a memory of an embedded system. This
method relies on the fact that in embedded systems static linking is used such that unneeded
software features can be traced easily from a memory data dump of a running embedded
system. This is not possible in a microprocessor system that is using an operating system
and dynamic linking, as software features are located in different regions of the memory
every time the system is restarted.
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It is an objective of the present invention to provide a tool for reducing the amount of code
that is included in the binary version of a software given a specific software source code that
comprises a large amount of function blocks.

The objective is accomplished by the subject matter of the independent claims. Advanta-
geous developments with convenient and non-trivial further embodiments of the invention are
specified in the following description, the dependent claims and the figures.

One solution comprises a method for stripping down or pruning a software to reduce or
minimize the software code of the software for operating predefined device features of a
device, e.g. a vehicle. Device feature data provides a list of the several device features (i.e.
a feature set) that are to be operated by the software. For operating these device features,
binary code of the software will be executed on at least one microprocessor (e.g. of the
device). In particular on the at least one microprocessor, at least one operating system will
be running together with software libraries for dynamic linking. A software code of the
software (like e.g. source code and/or libraries) comprises of several build blocks or function
blocks for providing different functionalities in the vehicle. For example, such a function block
could provide the functionality of converting raw image data of a camera of the device into an
MPEG video data stream (MPEG — moving picture expert group). Another function block
might enable or implement a printing functionality. Each function block is listed in software
configuration data, i.e. the software configuration data provide an overview or classification of
the available function blocks in the software code.

Thus, there is provided device feature data that is listing the device features and there is
software configuration data that is listing the available function blocks.

The method comprises that a processing unit performs the following steps:

¢ Determining a respective demand, that each of the device features has with regard to
each of the function blocks. This may be performed by a predefined code customiza-
tion procedure that may be performed by the processing unit, i.e. the corresponding
instructions may be provided by the code customization procedure. The demand indi-
cates that the respective function block is required to operate the respective device
feature. For example, a function block providing a specific graphics driver routine
might be needed to run a specific display of the device. In this case the display is a
device feature of the device.

e Marking or flagging, in the software configuration data, each function block for which
a respective demand by at least one device feature is determined. In other words,
each marked or flagged function block is a required function block that is required to
operate or run at least one device feature.
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e Generating a binary code of the software for operating the device. The binary code is
a machine language version (e.g. X86 instructions or RISC instructions) of the soft-
ware for execution by the device processing hardware. This “device processing
hardware” comprises the entire set of available microprocessors, i.e. the network of
electronic control units and/or the central computer which in total form the device
electronic system. The binary code is generated by a compilation procedure that
comprises that only those of the function blocks are selected that are marked in the
software configuration data as being required functions blocks. The binary code is
then compiled and/or linked from these selected function blocks. In particular, the bi-
nary code is generated from only the selected ones of the function blocks. The re-
maining function blocks are not required and are therefore excluded from the binary
code.

In other words, a system that is performing the described method will generate binary code
for the at least one microprocessor in the device electronic system by performing the code
customization procedure and the compilation procedure. The method is based on the list of
all available function blocks, i.e. the software configuration data on one side and on the other
side the device feature data listing all device features that need to be controlled or operated
by the resulting binary code of the software. The code customization procedure matches the
feature set and the software configuration such that only required function blocks are marked
or identified or flagged in the software configuration data. One way of flagging can also be
that the list entries of the non-required function blocks are deleted from the software
configuration data. Another way of flagging can be that the required or the non-required
function blocks are marked by setting a “select bit” or an “un-select bit” in the software
configuration data.

Then, the compilation procedure selects only the required function blocks, i.e. the corre-
sponding source code, for compiling and linking which will result in binary code for at least
one operating system and/or binary code for at least one dynamic library or shared object
library and/or at least one application software that is to executed by the at least one
operation system and is based on at least one dynamic library and/or shared object library. A
dynamic library is a binary code module that an application program is linked to at runtime
(e.g. at start-up), like is known from the prior art. The corresponding software for this
dynamic linking is the well-known dynamic linker.

The method provides the advantage that no software parts or function blocks of the software
code need to be deleted, as the software configuration data identifies the required function
blocks, and the compilation procedure will actively select only these required function blocks.
In other words, the software code may be updated, for example, a new version may be
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provided, and this will not require a new adaptation of the software code as the software
configuration data still hold the information which of the function blocks shall be selected
from the updated software code. For example, if the software code comprises the code of an
operating system, for example, a Linux operating system, an update of this software code of
the operating system may be provided, and no adaption of this general operating system
code is necessary as the compilation procedure knows which function blocks of the operating
system need to be selected based on the software configuration data. This allows to
efficiently handle software code that forms the basis for a binary code of a software for a
device. The original or initial software code can be stripped down or pruned to a reduced
amount or even a minimum amount that is required to operate the device features.

The binary code may then be installed in the respective device, e.g. a motor vehicle, where
at least one microprocessor of the device may execute the binary code such that the device
features, e.g. a human machine interface (HMI) and/or an electronic control unit and/or a
display, may be operated or controlled by the at least one microprocessor according to the
binary code.

The invention also comprises further developments that provide features which afford
additional technical advantages.

One development comprises that the code customization procedure comprises:

e generating a preliminary version of the binary code using all function blocks or
using a preliminary version of the software configuration data for selecting func-
tion blocks and

e executing the preliminary version of the binary code in a runtime analysis envi-
ronment and

e generating logging data of observed system calls and/or functions calls and/or
program counter states using a tracing functionality of the runtime analysis envi-
ronment and

e adapting the software configuration data by marking those functions blocks that
have been used according to the logging data and/or by unmarking those func-
tions blocks that stayed unused according to the logging data.

This provides the advantage that the code customization procedure may determine
automatically or by itself which function blocks of the software code are necessary for
generating the binary code. The code customization procedure may start with a full version
or with the whole software code, i.e., all function blocks may be used for generating the
preliminary version of the binary code. This will result in a binary code that will also comprise
the binary equivalent of the function blocks that are not necessary or not required in the
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software for the device. However, by observing the interactions or signal exchange between,
for example, applications on one side and operating systems on the other side (i.e., the
system calls) and/or the interactions between single function routines in an application and/or
an operating system (i.e., the function calls) using the tracing functionality of a runtime
analysis environment, those parts of the binary code that are not accessed throughout the
operation or execution of the software binary code, can be identified as function blocks that
are not required. Using the program counter states for identifying those regions in the
memory that are not covered or accessed by the program counter of a microprocessor even
allows to identify single program steps that are not used or that are not active in the software
code. For example, if a certain IF-condition distinguishes between two specific states
(state_1, state_2) of the device (in pseudo-code: IF state 1 is true THEN execute code for
state_1, ELSE execute code for state_2 ENDIF) and one of the states is never reached, then
the code for the state that is never occupied by the device can be identified as a non-
required function block. Thus, by observing system calls, function calls and/or program
counter states, a different granularity for observing non-required parts of the binary code can
be provided. An appropriate runtime analysis environment can be taken from the prior art, for
example, based on a compiled version of the binary code that additionally provides so-called
debugging symbols.

One development comprises that the code customization procedure comprises:
e matching memory addresses that where accessed according to the logging
data with memory addresses associated with a respective function block and
e marking those function blocks as required that have been accessed by the
program counted according to the comparison of memory addresses.

Within a runtime analysis environment, the so-called “code coverage” can be determined,
i.e., even if a dynamic library is used, during runtime the position of this dynamic library in
memory is known. Thus, by observing the content of the program counter of a microproces-
sor, it can be determined, which code is executed by the microprocessor system. The binary
code can be compared using debug symbols such that it can be identified which memory
address belongs to which function block of the software code. A memory region or a
segment of the memory that is not accessed by the program counter can then be identified
as belonging to a non-required function block and the corresponding marking in the software
configuration data can be done. Observing the program counter provides the most detailed
analysis of unused code.

The code customization procedure not only needs to analyze the running binary code.
Alternatively or additionally, the given source code, i.e. the software code providing all the
function blocks, can also be analyzed.
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One development comprises that the code customization procedure comprises
e performing a static code analysis is performed by generating a dependency
graph of software functions of the software code and
e identifying those functions blocks that are not contained in the dependency
graph and
e setting those function blocks in an unmarked state in the software configura-
tion data.

This makes use of the fact that function blocks comprising function routines are identified by
a function name or function header that is used for calling or accessing the respective
function routine from another part of the software code. Thus, if a certain function header or
function name is not mentioned or accessed from anywhere in the software code, this
function routine obviously is not necessary or needed in the binary code. This can be
identified by generating a dependency graph that identifies the function calls in the source
code starting from the main routine or start routine of each application and/or operating
system.

One development comprises that the code customization procedure comprises
e storing a dependency list of build dependencies during at least one preliminary
execution of the compilation procedure and
¢ marking those the function blocks in the software configuration data, that are
mentioned as part of the software build of the binary code in the dependency
list.

This can make use of the tools that are also used in the compilation procedure, i.e. a pre-
compiler, a compiler and/or a linker. These tools also provide information about the function
blocks in the software code that are actually needed starting from the main program or main
function or entry point of the software. In other words, not the unused or non-required
function blocks are identified, but a positive list of all those function blocks that are included
in the dependency list is identified and marked in the software configuration data. Using the
built dependency provides the advantage that all those function blocks are considered that
actually contribute to the binary code.

One development comprises that the code customization procedure comprises that
e receiving a manual input from a user by a user interface and
e marking those function blocks in the software configuration data that are indi-
cated as necessary according to the manual input.
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In other words, at least one user, preferably several users (preferably several users from
several different development departments) request or reserve those function blocks that
they plan to include in their application software code. Thus, even experimental inclusions of
function blocks that would normally not be considered by any automatic algorithm can still be
included by providing the corresponding manual input. For example, a data base with all the
manually marked function blocks can be stored such that any user or developer that is
participating in the development of the software for the device can mark or identify function
blocks that the user or developer is planning to include or rely upon when developing an
application. The user interface can be provided, for example, based on a network browser
and/or a database access GUI (graphical user interface).

One development comprises that the code customization procedure comprises that a static
target analysis is defined by the steps of:

e providing an association list associating possible device features of the device
with necessary function blocks that are needed to operate the respective de-
vice feature,

e identifying device features comprised in the device according to the device
feature data and identifying the respective associated necessary function
blocks in the association list,

e marking those function blocks in the software configuration data that are nec-
essary according to the identified device features.

By analyzing or looking at the actual target, for example, a specific electronic control unit
and/or a specific sensor and/or a specific actuator, for example, their technical specification
data, it can be determined which function blocks may be needed, for example, a specific
temperature sensor and/or a specific communication protocol and/or a specific power supply
unit. While specific binary code might not be accessed or executed during a test phase of the
software, for example, in a simulated environment and/or a test platform, a specific binary
code might become necessary once the software is installed in the device itself such that
software code for the specific device feature, for example, the power supply unit and/or
temperature sensor, might be become relevant or necessary. As this might not be detectable
during a test phase using the above-described runtime analysis environment, using the
association list associating the actually available hardware device features and/or software-
based functionalities that will be available or present in the device itself, with the necessary
function blocks, it can be prevented that such a function block is overlooked or left out when
generating the binary code.

One development comprises that software configuration data is adapted iteratively in that the
customization procedure is repeated at least once and for each repetition, the marked
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function blocks from the respective software configuration data resulting from the previous
iteration are provided in the customization procedure as the set of function blocks that need
to be compiled and/or linked by the compilation procedure. This iterative approach has
proven advantageous, as removing or unmarking a specific function block may have an
effect on the overall dependency graph or the overall dependencies of function blocks. For
example, if one function block is marked as non-required or is removed from the software
customization data, any other function block that has so far been exclusively used only by
this now-removed function block, will be identified as also being non-required or unnecessary
in the next iteration.

One development comprises that in the device feature data at least of the following types of
device features is listed:

¢ hardware components of the device,

e software-based functionalities of the device.

In the case of a device that is a vehicle, exemplary hardware components of a vehicle can
be: an electronic control unit, a sensor, an actuator, a display of a specific display type, a
brake control system. Exemplary software-based functionality of a vehicle can be: a
controller for an electric engine, a body control system, a driver assistance system, an
autonomous driving function. The corresponding function blocks for hardware components
may be designed for controlling and/or accessing at least one signal of the hardware
component.

One development comprises that a driver software module comprised in the software code is
removed by unmarking it in the software configuration data, if the corresponding hardware
component to which the driver software is dedicated, is non-existed in the device. It has
proven that this is a easily implemented way of reducing the size of the software code as a
software driver can be directly associated with a specific hardware component, for example,
a specific graphic chip and/or signal processing chip and/or a specific data bus. If such a
hardware component is not present in the device, the corresponding driver software is not
required in the binary code for the device.

One development comprises that in the software configuration data at least one of the
following types of function blocks is listed:
¢ a whole software functionality comprising several software functions and/or at
least one software library (e.g. printing functionality),
e a single function routine (function header and function body in source code) or
system call routine,
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e at least one single line of code within one of a function routine and a system
call routine.

These three possibilities provide different granularity regarding the selection of necessary
parts or data of the software code. By identifying whole software functionalities, for example,
a printing functionality and/or a data conversion functionality and/or a communication
protocol, selecting or marking one such software functionality as a function block provides a
way of selecting all those parts of the software code that exclusively relate to this software
functionality, and thus removing or ignoring this software functionality provides an effective
way of reducing the size of the binary code. A single function routine can be identified by its
function header and its function body in the source code. Within a whole software functionali-
ty single function routines have proven to be unnecessary with regard to operating the device
features, such that such a single function routine or (in the case of an operating system) a
system call routine may be removed without breaking or destroying the whole software
functionality that comprises this function routine or system call routine. Removing single lines
of code can be advantageous, for example, in the case that a conditional execution of such
single lines or a set of single lines, for example, as part of an if-statement or a case-
statement is not necessary in the device.

One development comprises that the software code comprises
® an operating system kernel and/or
e at least one dynamic library and/or at least one shared object file that is designed to
be dynamically linked during execution of the binary code in the device.

In other words, the method may be applied to the software code of an operating system
kernel and/or to the software code of a dynamic library/shared object library or shared object
file. Such software code has proven to be difficult to analyze with prior art methods as their
arrangement in memory and/or their usage by of numerous or several applications running
on the operating system kernel and/or the dynamic linking to these libraries are difficult to
identify.

Accordingly, one development comprises that the software code comprises of several
different, independent application programs for the device. As different application programs
may all run on the same operating system kernel and/or may use the same dynamic
libraries/shared object libraries, and/or several different developer teams may develop these
application programs, this method provides the specific advantage that the development of
these independent application programs may be coordinated such that for all these
application programs the underlying operating system kernel and/or dynamic libraries/shared
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object libraries are adapted to provide the necessary function blocks for all application
programs.

One development comprises that the binary code is transferred to the device and the device
is operated by executing the binary code. The advantage is that the binary code can be run
or executed with minimal requirement of storage space as the binary code is tailored to the
available device features of the device. No “dead” binary code for non-existent device
features has to be stored.

In the case that the device that is a vehicle, one development comprises that the software
code comprises at least one software function that performs a driving function in the vehicle,
if performed by at least one electronic control unit of the vehicle. The method can be used to
provide software in the vehicle for the actual driving function of the vehicle, for example, a
driver assistance functionality and/or a not-autonomous driving functionality.

One further solution comprises a system for generating a binary code of a software for
operating device features in a device, wherein the system comprises a processing unit for
performing a code customization procedure and a compilation procedure and a database
storage for storing a device feature data and a software configuration data, wherein the
system is configured to perform an embodiment of the described method.

The processing unit may comprise a processor circuit adapted to perform the embodiment of
the method according to the invention. For this purpose, the processor circuit may comprise at
least one microprocessor and/or at least one FPGA (field programmable gate array) and/or at
least one DSP (digital signal processor). Furthermore, the processor circuit may comprise
program code which comprises computer-readable instructions to perform the embodiment of
the method according to the invention when executed by the processor device. The program
code may be stored in a data memory of the processor device. The system, especially the
processor circuit, may be implemented as a computer or a computer network that is provided
for developing the software for the device. It may be provided, for example, in a laboratory a
network interconnecting the developers of the software for the device.

The device is preferably designed as vehicle, e.g. a motor vehicle, in particular as a
passenger vehicle or a truck, or as a bus or a motorcycle. The device can also be designed
as a building control system (e.g. for climatizing the building) or as a compute server system,
just to name examples.

The invention also comprises the combinations of the features of the different embodiments.
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In the following an exemplary implementation of the invention is described. The figures show:

Fig. 1 a schematic illustration of an embodiment of the inventive system; and

Fig. 2 a schematic illustration of an embodiment of the inventive method.

The embodiment explained in the following is a preferred embodiment of the invention.
However, in the embodiment, the described components of the embodiment each represent
individual features of the invention which are to be considered independently of each other
and which each develop the invention also independently of each other and thereby are also
to be regarded as a component of the invention in individual manner or in another than the
shown combination. Furthermore, the described embodiment can also be supplemented by
further features of the invention already described.

In the figures identical reference signs indicate elements that provide the same function.

Fig. 1 illustrates a system 10 that can be used to provide binary code 11 that may be
provided in a device that is designed as a vehicle 12 to run at least one microprocessor 13 in
the vehicle 12 such that by the at least one microprocessor 13 based on the binary code 11
at least one device feature 14 may be provided in the vehicle 12. The at least one micropro-
cessor 13 may be provided by one or preferably several different electronic control units
and/or at least one central computer of the vehicle 12. As device features 14 hardware
components H1, H2 and/or software-based functionalities F1, F2 may be provided, wherein
the examples shown for device features 14 are only an exemplary number of device features
14. That can be more or less device features 14.

The binary code 11 can be designed on the basis of system 10 such that an amount of non-
required or unused binary code is minimized. The binary code 11 constitutes a software SW
for operating or controlling the device features 14.

For generating the binary code 11, the system 10 may comprise a processing unit 15 that
may be implemented on the basis of at least one computer and/or processor circuit. For
example, the processing unit 15 can be the computer network of a software development
laboratory. For generating the binary code 11, the software code 16 of at least one operating
system (i.e. at least one operating system kernel or OS-kernel) and/or the source code or at
least one dynamic library DL and/or the source code of at least one application APP may be
provided, for example, in a database DB. An example of a dynamic library DL is the so-called
dynamic link library DLL as it is used in the Microsoft ® operating system or a shared object
library (.s0) as it is known from the Linux ® operating system.
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By the software code 16, function blocks 17 may be defined that each provide a specific
functionality that can be included in the binary code 11. Starting from the software code 16,
based on a code customization procedure 18, one of several of the function blocks 17,
especially not all of the function blocks 17, may be selected and only those selected function
blocks 17 of the software code 16 may be used in a compilation procedure 19 for compiling
and/or linking the binary code 11.

The code customization procedure 18 may generate software configuration data 20 that
indicate which of the function blocks 17 shall be part of the compilation procedure 19 for
generating the binary code 11. Possible elements or steps of the compilation procedure 19
comprise: a runtime analysis RA, a static code analysis SCA, a build dependency analysis
BD, a reception of manual inputs MI, a static target analysis STA, wherein one or several or
all of these steps or even further other analysis steps may be part of the compilation
procedure.

For generating the software configuration data 20, i.e. for indicating or marking, which device
feature 14 shall be considered or supported by the binary code 11, device feature data 21
can be provided to the code customization procedure 18. The device feature data can
indicate, which device feature 14 and/or which development platform is to be supported or
considered by the binary code 11.

The resulting software configuration data 20 provide or constitute a rule set 22 for selecting
function block 17 from the software code 16 for the compilation procedure 19 that will then
compile and/or link the selected function blocks 17 to generate the binary code 11.

Thus, in a step S10, the code customization procedure 18 may identify or determine an
amount of the device features for certain function blocks 17, and the code customization
procedure 18 may in a step S11 mark in the software configuration data 20 each function
block 17 for which a respective demand has been determined. In a step S12, the binary code
11 may be generated by the compilation procedure 19.

Fig. 2 illustrates, how the code customization procedure 18 may identify unnecessary or non-
required function block 25 in a preliminary version 26 of the binary code 11. The binary code
11 in its preliminary version 26 may provide an operating system OS providing an operating
system kernel. Also, dynamic libraries DL may be provided. Running on the operating system
and using dynamic libraries DL, at least one application APP may be executed as part of the
software for the vehicle 12. During runtime of this preliminary version 26 of the binary code
11, access to different parts of the memory footprint 27 of the binary code 11 may be
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observed, for example, by tracing function calls 28 and/or system calls 29 in the running
software. Alternatively or additionally, the content of a at least one program counter 30 of the
microprocessor 13 running the binary code 11 may be observed. From these observations, it
may be identified that an unused code 31 may exist that is not executed during runtime. This
non-executed code 31 can be associated with a function block that consequently can be
identified as an non-required function block 25. For example, during the dynamic linking, the
dynamical library DL will be loaded into memory contributing to the memory footprint 27 and
a dynamic linker can be prepared such that the memory address or memory pages used for
this dynamic library DL may be stored, for example, in a list. Thus, identifying a memory
region of non-executed code 31 can be associated with the corresponding function block 25.
Alternatively or additionally, the binary code 11 in the preliminary version 26 may be provided
with debugging symbols that can also be used for identifying which function block a non-
executed code 31 belongs to.

Thus, a method is provided that is shrinking the OS-Kernel by performing a code-footprint
optimization. An extension to libraries also possible.

A preferred embodiment of the method is a close to full automatic way of shrinking software
configuration whilst proofing the code in use has been tested. This means feeding a
knowledge database DB with lots of information from runtime, build time dependencies as
well as static code analysis and manual input from required parts or software parts that are
absolutely forbidden. The algorithm then creates a ruleset for optimizing the code footprint
with the aim to shrink it as much as possible on next compile iteration.

The aim of shrinking code is interesting for other businesses as well. Reducing code footprint
size has not been in focus on non-embedded systems (i.e. microprocessor systems using an
OS and DLs), but it is essential to minimize per-unit costs and to maximize usability.
Programming languages can also profit. Assuming nowadays microprocessor systems offer
much more compute power, in the end this can lead to slower user interfaces and long boot
times simply because it leads to more and more waste of compute power due to code
execution of unnecessary code without taking care about resource consumption.

Overall, a tool is provided that is shrinking an OS-Kernel providing code-footprint optimization
or reduction. Such a tool may implement a method for stripping down a software code (16) of
a software for operating predefined device features (14) of a device , wherein device feature
data (21) of the device lists the several device features (14) that are to be operated by the
software by executing the software on at least one microprocessor (13), wherein the software
code (16) of the software comprises of several function blocks (17) for providing a respective
functionality in the device and each function block (17) is listed in software configuration data
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(20), wherein the method comprises that a processing unit (15) of a system (10) performs the
following steps: determining a respective demand of the device features (14) with regard to
each of the function blocks (17) in a predefined code customization procedure (18), wherein
the demand indicates that the respective function block (17) is required to operate the
respective device feature (14), and marking in the software configuration data (20) each
function block (17) for which a respective demand by at least one device feature (14) is
determined, wherein each marked function block (17) is a required function block (17) and
generating a binary code (11) of the software for operating the device by a compilation
procedure (19), wherein the compilation procedure (19) comprises that only those of the
function blocks (17) that are marked in the software configuration data (20) as being required
functions blocks (17) are selected and the binary code (11) is compiled from the selected
function blocks (17).
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Claims

1. Method for stripping down a software code (16) of a software for operating predefined

device features (14) of a device , wherein device feature data (21) of the device lists

the device features (14) that are to be operated by the software by executing the soft-

ware on at least one microprocessor (13), wherein a software code (16) of the software

comprises several function blocks (17) for providing a respective functionality in the

device and each function block (17) is listed in software configuration data (20), where-

in the method comprises that a processing unit (15) of a system (10) performs the fol-

lowing steps:

by a predefined code customization procedure (18): determining a respective de-
mand of the device features (14) concerning each of the function blocks (17),
wherein the demand indicates that the respective function block (17) is required to
operate the respective device feature (14), and

marking in the software configuration data (20) each function block (17) for which
a respective demand by at least one device feature (14) is determined, wherein
each marked function block (17) is a required function block (17) and

generating a binary code (11) of the software for operating the device by a compi-
lation procedure (19), wherein the compilation procedure (19) comprises that only
those of the function blocks (17) that are marked in the software configuration da-
ta (20) as being required functions blocks (17) are selected and the binary code
(11) is compiled from the selected function blocks (17).

2. Method according to claim 1, wherein the code customization procedure (18)

comprises:

generating a preliminary version (26) of the binary code (11) using all function
blocks (17) or using a preliminary version (26) of the software configuration data
(20) and

executing the preliminary version (26) of the binary code (11) in a runtime analysis
environment and

generating logging data of observed system (10) calls and/or functions calls (28)
and/or program counter (30) states using a tracing functionality of the runtime
analysis environment and

adapting the software configuration data (20) by marking those functions blocks
(17) that have been used according to the logging data and/or by unmarking those
functions blocks (17) that stayed unused according to the logging data.
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3.  Method according to claim 2, wherein the code customization procedure (18)

comprises:

matching memory addresses that where accessed according to the logging data
with memory addresses associated with a respective function block (17) and
marking those function blocks (17) as required that have been accessed by the
program counted according to the comparison of memory addresses.

4. Method according to any of the preceding claims, wherein the code customization

procedure (18) comprises

performing a static code analysis is performed by generating a dependency graph
of software functions of the software code (16) and

identifying those functions blocks (17) that are not contained in the dependency
graph and

setting those function blocks (17) in an unmarked state in the software configura-
tion data (20).

5. Method according to any of the preceding claims, wherein the code customization

procedure (18) comprises

storing a dependency list of build dependencies during at least one preliminary
execution of the compilation procedure (19) and

marking those the function blocks (17) in the software configuration data (20), that
are mentioned as part of the software build of the binary code (11) in the depend-
ency list.

6. Method according to any of the preceding claims, wherein the code customization

procedure (18) comprises that

receiving a manual input from a user by a user interface and
marking those function blocks (17) in the software configuration data (20) that are
indicated as necessary according to the manual input.

7. Method according to any of the preceding claims, wherein the code customization

procedure (18) comprises that a static target analysis is defined by the steps of:

providing an association list associating possible device features (14) of the de-
vice with necessary function blocks (17) that are needed to operate the respective
device feature (14),

identifying device features (14) comprised in the device according to the device
feature data (21) and identifying the respective associated necessary function
blocks (17) in the association list,
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e marking those function blocks (17) in the software configuration data (20) that are
necessary according to the identified device features (14).

Method according to any of the preceding claims, wherein software configuration data
(20) is adapted iteratively in that the customization procedure (18) is repeated at least
once and for each repetition, the marked function blocks (17) from the respective soft-
ware configuration data (20) resulting from the previous iteration are provided in the
customization procedure (18) as the set of function blocks (17) that need to be com-
piled and linked by the compilation procedure (19).

Method according to any of the preceding claims, wherein in the device feature data
(21) at least of the following types of device features (14) is listed:

e hardware components of the device,

e software-based functionalities of the device.

Method according to any of the preceding claims, wherein a driver software module
comprised in the software code (16) is removed by unmarking it in the software config-
uration data (20), if the corresponding hardware component to which the driver soft-
ware is dedicated, is non-existent in the device.

Method according to any of the preceding claims, wherein in the software configuration
data (20) at least one of the following types of function blocks (17) is listed:
e a whole software functionality comprising several software functions and/or at
least one software library,
e asingle function routine or system (10) call routine,
e at least one single line of code within one of a function routine and a system (10)
call routine.

Method according to any of the preceding claims, wherein the software code (16)
comprises
¢ an operating system (10) kernel and/or
e at least one dynamic library and/or at least one shared object file that is designed
to be dynamically linked during execution of the binary code (11) in the device.

Method according to any of the preceding claims, wherein the software code (16)
comprises of several different, independent application programs for the device.

Method according to any of the preceding claims, wherein the device is a vehicle and
the software code (16) comprises as least one software function that performs a driving
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function in the vehicle (12), if performed by at least one electronic control unit of the
vehicle (12).

15. Method according to any of the preceding claims, wherein the binary code (11) is
5 transferred to the device and the device is operated by executing the binary code (11).

16. System (10) for generating a binary code (11) of a software for operating device
features (14) in a device, wherein the system (10) comprises a processing unit (15) that
is adapted to perform a code customization procedure (18) and a compilation proce-

10 dure (19) and a database storage for storing device feature data (21) and software con-
figuration data (20), wherein the system (10) is configured to perform a method accord-
ing to one of the preceding claims.
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