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CWE-1: Location

CWE-1: Location

Description
Summary
Weaknesses in this category are organized based on which phase they are introduced during the
software development and deployment process.
Relationships

Nature Type ID Name Page
ParentOf 2 Environment 699 1
ParentOf 16 Configuration 699 13
ParentOf 17 Code 699 13
MemberOf 699 Development Concepts 699 715

CWE-2: Environment

Description
Summary
Weaknesses in this category are typically introduced during unexpected environmental
conditions.
Relationships

Nature Type ID Name Page
ChildOf 1 Location 699 1
ParentOf 3 Technology-specific Environment Issues 699 1
ParentOf (V] 5 J2EE Misconfiguration: Data Transmission Without Encryption 700 2
ParentOf (V] 6 J2EE Misconfiguration: Insufficient Session-ID Length 700 3
ParentOf (V] 7 J2EE Misconfiguration: Missing Custom Error Page 700 4
ParentOf (V] 8 J2EE Misconfiguration: Entity Bean Declared Remote 700 5
ParentOf (V] 9 J2EE Misconfiguration: Weak Access Permissions for EJB 700 6
Methods
ParentOf (V] 11 ASP.NET Misconfiguration: Creating Debug Binary 700 7
ParentOf (V] 12 ASP.NET Misconfiguration: Missing Custom Error Page 700 8
ParentOf (V] 13 ASP.NET Misconfiguration: Password in Configuration File 700 9
ParentOf (B] 14 Compiler Removal of Code to Clear Buffers 699 10
700
ParentOf (B] 15 External Control of System or Configuration Setting 699 12
ParentOf [C] 435 Interaction Error 699 476
ParentOf (B) 552 Files or Directories Accessible to External Parties 699 573
ParentOf (V] 650  Trusting HTTP Permission Methods on the Server Side 699 660
MemberOf 700 Seven Pernicious Kingdoms 700 716

CWE-3: Technology-specific Environment Issues

Category ID: 3 (Category) Status: Draft
Description
Summary
Weaknesses in this category are typically introduced during unexpected environmental conditions
in particular technologies.
Relationships

Nature Type ID Name Page
ChildOf 2 Environment 699 1
ParentOf 4 J2EE Environment Issues 699 2
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CWE Version 1.6
CWE-4: J2EE Environment Issues

Nature Type ID Name Page
ParentOf 519 .NET Environment Issues 699 553

CWE-4: J2EE Environment Issues

Description
Summary
J2EE framework related environment issues with security implications.
Relationships

Nature Type ID Name Page

ChildOf 3 Technology-specific Environment Issues 699 1

ChildOf 731 OWASP Top Ten 2004 Category A10 - Insecure Configuration 711 750
Management

ParentOf (V] 5 J2EE Misconfiguration: Data Transmission Without Encryption 699 2

ParentOf (V] 6 J2EE Misconfiguration: Insufficient Session-1D Length 699 3

ParentOf (V] 7 J2EE Misconfiguration: Missing Custom Error Page 699 4

ParentOf (V] 8 J2EE Misconfiguration: Entity Bean Declared Remote 699 5

ParentOf (V] 9 J2EE Misconfiguration: Weak Access Permissions for EJB 699 6
Methods

ParentOf (V] 555  J2EE Misconfiguration: Plaintext Password in Configuration 699 575
File

Taxonomy Mappings
Mapped Taxonomy Name Node ID Fit Mapped Node Name
OWASP Top Ten 2004 A10 CWE More Specific Insecure Configuration Management

CWE-5: J2EE Misconfiguration: Data Transmission
Without Encryption

Weakness ID: 5 (Weakness Variant)
Description
Summary
Information sent over a network can be compromised while in transit. An attacker may be able to
read/modify the contents if the data are sent in plaintext or are weakly encrypted.
Time of Introduction
« Implementation
e Operation
Applicable Platforms
Languages
» Java
Potential Mitigations
The application configuration should ensure that SSL or an encryption mechanism of equivalent
strength and vetted reputation is used for all access-controlled pages.
Other Notes
If an application uses SSL to guarantee confidential communication with client browsers, the
application configuration should make it impossible to view any access controlled page without
SSL. There are three common ways for SSL to be bypassed: - (1) A user manually enters URL and
types "HTTP" rather than "HTTPS". - (2) Attackers intentionally send a user to an insecure URL. -
(3) A programmer erroneously creates a relative link to a page in the application, failing to switch
from HTTP to HTTPS. (This is particularly easy to do when the link moves between public and
secured areas on a web site.)
Relationships
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CWE-6: J2EE Misconfiguration: Insufficient Session-ID Length

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 4 J2EE Environment Issues 699 2
ChildOf (B] 319 Cleartext Transmission of Sensitive Information 1000 348

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

7 Pernicious Kingdoms J2EE Misconfiguration: Insecure Transport
CWE-6: J2EE Misconfiguration: Insufficient Session-ID
Length
Description

Summary

The J2EE application is configured to use an insufficient session ID length.
Extended Description
If an attacker can guess or steal a session ID, then he/she may be able to take over the user's
session (called session hijacking). The number of possible session IDs increases with increased
session ID length, making it more difficult to guess or steal a session ID.
Time of Introduction
* Architecture and Design
¢ Implementation
Applicable Platforms
Languages
» Java
Common Consequences
Integrity
If an attacker can guess an authenticated user's session identifier, they can take over the user's
session.
Enabling Factors for Exploitation
If attackers use a botnet with hundreds or thousands of drone computers, it is reasonable to
assume that they could attempt tens of thousands of guesses per second. If the web site in
question is large and popular, a high volume of guessing might go unnoticed for some time.
Potential Mitigations
Session identifiers should be at least 128 bits long to prevent brute-force session guessing. A
shorter session identifier leaves the application open to brute-force session guessing attacks.
Implementation
A lower bound on the number of valid session identifiers that are available to be guessed is the
number of users that are active on a site at any given moment. However, any users that abandon
their sessions without logging out will increase this number. (This is one of many good reasons to
have a short inactive session timeout.) With a 64 bit session identifier, assume 32 bits of entropy.
For a large web site, assume that the attacker can try 1,000 guesses per second and that there
are 10,000 valid session identifiers at any given moment. Given these assumptions, the expected
time for an attacker to successfully guess a valid session identifier is less than 4 minutes. Now
assume a 128 bit session identifier that provides 64 bits of entropy. With a very large web site, an
attacker might try 10,000 guesses per second with 100,000 valid session identifiers available to
be guessed. Given these assumptions, the expected time for an attacker to successfully guess a
valid session identifier is greater than 292 years.
Background Details
Session ID's can be used to identify communicating parties in a web environment.
The expected number of seconds required to guess a valid session identifier is given by the
equation: (2°B+1)/(2*A*S) Where: - B is the number of bits of entropy in the session identifier. -

y1Bua QI-uoISSas JUBIDIHNSU| (UOIRINBIFUOISIN IT2ZC :9-IMD



CWE-7: J2EE Misconfiguration: Missing Custom Error Page

CWE Version 1.6
CWE-7: J2EE Misconfiguration: Missing Custom Error Page

A is the number of guesses an attacker can try each second. - S is the number of valid session
identifiers that are valid and available to be guessed at any given time. The number of bits of
entropy in the session identifier is always less than the total number of bits in the session identifier.
For example, if session identifiers were provided in ascending order, there would be close to zero
bits of entropy in the session identifier no matter the identifier's length. Assuming that the session
identifiers are being generated using a good source of random numbers, we will estimate the
number of bits of entropy in a session identifier to be half the total number of bits in the session
identifier. For realistic identifier lengths this is possible, though perhaps optimistic.

Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 4 J2EE Environment Issues 699 2
ChildOf (B] 334  Small Space of Random Values 1000 367

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

7 Pernicious Kingdoms J2EE Misconfiguration: Insufficient Session-ID Length
Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
21 Exploitation of Session Variables, Resource IDs and other Trusted Credentials
59 Session Credential Falsification through Prediction
References

< http://lwww.securiteam.com/securityreviews/5STPOFOUEVQ.html >.

CWE-7: J2EE Misconfiguration: Missing Custom Error
Page

Weakness ID: 7 (Weakness Variant) Status: Incomplete

Description
Summary
The default error page of a web application should not display sensitive information about the
software system.
Extended Description
A Web application must define a default error page for 4xx errors (e.g. 404), 5xx (e.g. 500) errors
and catch java.lang.Throwable exceptions to prevent attackers from mining information from the
application container's built-in error response.
Time of Introduction
 Architecture and Design
¢ Implementation
Applicable Platforms
Languages
» Java
Demonstrative Examples
In the snippet below, an unchecked runtime exception thrown from within the try block may cause
the container to display its default error page (which may contain a full stack trace, among other
things).
Java Example: Bad Code

Public void doPost(HttpServletRequest request, HttpServletResponse response) throws ServietException, IOException {
try {

} catch (ApplicationSpecificException ase) {
logger.error("Caught: " + ase.toString());
}
}
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CWE-8: J2EE Misconfiguration: Entity Bean Declared Remote

Potential Mitigations
Handle exceptions appropriately in source code.

Always define appropriate error pages.
Do not attempt to process an error or attempt to mask it.

Verify return values are correct and do not supply sensitive information about the system.

Other Notes
When an attacker explores a web site looking for vulnerabilities, the amount of information that
the site provides is crucial to the eventual success or failure of any attempted attacks. If the
application shows the attacker a stack trace, it relinquishes information that makes the attacker's
job significantly easier. For example, a stack trace might show the attacker a malformed SQL
query string, the type of database being used, and the version of the application container.
This information enables the attacker to target known vulnerabilities in these components.
The application configuration should specify a default error page in order to guarantee that the
application will never leak error messages to an attacker. Handling standard HTTP error codes is
useful and user-friendly in addition to being a good security practice, and a good configuration will
also define a last-chance error handler that catches any exception that could possibly be thrown by
the application.

Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 4 J2EE Environment Issues 699 2
ChildOf 728 OWASP Top Ten 2004 Category A7 - Improper Error 711 749
Handling
ChildOf [C] 756 Missing Custom Error Page 699 765
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
7 Pernicious Kingdoms J2EE Misconfiguration: Missing Error Handling

References
M. Howard, D. LeBlanc and J. Viega. "19 Deadly Sins of Software Security". McGraw-Hill/Osborne.
2005.

CWE-8: J2EE Misconfiguration: Entity Bean Declared

Remote
Weakness ID: 8 (Weakness Variant) Status: Incomplete

Description
Summary
When an application exposes a remote interface for an entity bean, it might also expose methods
that get or set the bean's data. These methods could be leveraged to read sensitive information,
or to change data in ways that violate the application's expectations, potentially leading to other
vulnerabilities.
Time of Introduction
 Architecture and Design
¢ Implementation
Demonstrative Examples
XML Example: Bad Code

<ejb-jar>
<enterprise-beans>
<entity>
<ejb-name>EmployeeRecord</ejb-name>
<home>com.wombat.empl.EmployeeRecordHome</home>
<remote>com.wombat.empl.EmployeeRecord</remote>
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CWE Version 1.6
CWE-9: J2EE Misconfiguration: Weak Access Permissions for EJB Methods

</entity>

;./enterprise-beans>
</ejb-jar>

Potential Mitigations
Declare Java beans "local" when possible. When a bean must be remotely accessible, make
sure that sensitive information is not exposed, and ensure that your application logic performs
appropriate validation of any data that might be modified by an attacker.

Other Notes
Entity beans that expose a remote interface become part of an application's attack surface. For
performance reasons, an application should rarely use remote entity beans, so there is a good
chance that a remote entity bean declaration is an error.

Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 4 J2EE Environment Issues 699 2
ChildOf [C] 668 Exposure of Resource to Wrong Sphere 1000 682

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
7 Pernicious Kingdoms J2EE Misconfiguration: Unsafe Bean Declaration

CWE-9: J2EE Misconfiguration: Weak Access Permissions
for EJB Methods

Weakness ID: 9 (Weakness Variant) Status: Draft
Description
Summary
If elevated access rights are assigned to EJB methods, then an attacker can take advantage of
the permissions to exploit the software system.
Time of Introduction
« Architecture and Design
¢ Implementation
Demonstrative Examples
The following deployment descriptor grants ANYONE permission to invoke the Employee EJB's
method named getSalary().
XML Example: Bad Code

<ejb-jar>

<assembly-descriptor>
<method-permission>
<role-name>ANYONE</role-name>
<method>
<ejb-name>Employee</ejb-name>
<method-name>getSalary</method-name>
</method-permission>
</assembly-descriptor>

<Jejb-jar>
Potential Mitigations
Follow the principle of least privilege when assigning access rights to EJB methods. Permission to
invoke EJB methods should not be granted to the ANYONE role.
Other Notes

If the EJB deployment descriptor contains one or more method permissions that grant access to
the special ANYONE role, it indicates that access control for the application has not been fully
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CWE-10: ASP.NET Environment Issues

thought through or that the application is structured in such a way that reasonable access control
restrictions are impossible.
Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 4 J2EE Environment Issues 699 2
ChildOf (B] 266 Incorrect Privilege Assignment 1000 296
ChildOf 723 OWASP Top Ten 2004 Category A2 - Broken Access Control 711 746

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
7 Pernicious Kingdoms J2EE Misconfiguration: Weak Access Permissions

CWE-10: ASP.NET Environment Issues

Description
Summary
ASP.NET framework/language related environment issues with security implications.
Relationships

Nature Type ID Name Page
ChildOf 519 .NET Environment Issues 699 553
ChildOf 731 OWASP Top Ten 2004 Category A10 - Insecure Configuration 711 750
Management
ParentOf (V] 11 ASP.NET Misconfiguration: Creating Debug Binary 699 7
ParentOf (V] 12 ASP.NET Misconfiguration: Missing Custom Error Page 699 8
ParentOf (V] 13 ASP.NET Misconfiguration: Password in Configuration File 699 9
ParentOf (V] 554  ASP.NET Misconfiguration: Not Using Input Validation 699 574
Framework
ParentOf (V] 556  ASP.NET Misconfiguration: Use of Identity Impersonation 699 575
Taxonomy Mappings
Mapped Taxonomy Name Node ID  Fit Mapped Node Name
OWASP Top Ten 2004 Al10 CWE More Specific Insecure Configuration Management
CWE-11: ASP.NET Misconfiguration: Creating Debug
Binary
Description
Summary

Debugging messages help attackers learn about the system and plan a form of attack.
Extended Description
ASP .NET applications can be configured to produce debug binaries. These binaries give detailed
debugging messages and should not be used in production environments. Debug binaries are
meant to be used in a development or testing environment and can pose a security risk if they are
deployed to production.
Time of Introduction
¢ Implementation
e Operation
Applicable Platforms
Languages
* .NET
Common Consequences
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CWE Version 1.6
CWE-12: ASP.NET Misconfiguration: Missing Custom Error Page

Confidentiality
Attackers can leverage the additional information they gain from debugging output to mount
attacks targeted on the framework, database, or other resources used by the application.
Demonstrative Examples
The file web.config contains the debug mode setting. Setting debug to "true" will let the browser
display debugging information.
XML Example: Bad Code
<?xml version="1.0" encoding="utf-8" ?>
<configuration>
<system.web>
<compilation
defaultLanguage="c#"

debug="true"
/>

</system.web>
</configuration>

Change the debug mode to false when the application is deployed into production.

Potential Mitigations
Avoid releasing debug binaries into the production environment. Change the debug mode to false
when the application is deployed into production (See demonstrative example).

Background Details
The debug attribute of the <compilation> tag defines whether compiled binaries should include
debugging information. The use of debug binaries causes an application to provide as much
information about itself as possible to the user.

Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 10 ASP.NET Environment Issues 699 7
ChildOf (V] 215 Information Leak Through Debug Information 1000 251

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

7 Pernicious Kingdoms ASP.NET Misconfiguration: Creating Debug Binary
CWE-12: ASP.NET Misconfiguration: Missing Custom Error
Page
Description

Summary

An ASP .NET application must enable custom error pages in order to prevent attackers from
mining information from the framework's built-in responses.
Time of Introduction
¢ Implementation
¢ Operation
Applicable Platforms
Languages
* .NET
Common Consequences
Confidentiality
Default error pages gives detailed information about the error that occurred, and should not be
used in production environments.
Attackers can leverage the additional information provided by a default error page to mount
attacks targeted on the framework, database, or other resources used by the application.
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CWE-13: ASP.NET Misconfiguration: Password in Configuration File

Demonstrative Examples
Example 1:
Custom error message mode is turned off. An ASP.NET error message with detailed stack trace
and platform versions will be returned.
ASP.NET Example: Bad Code

<customErrors ... mode="0Off" />

Example 2:

Custom error message mode for remote user only. No defaultRedirect error page is specified.

The local user on the web server will see a detailed stack trace. For remote users, an ASP.NET
error message with the server customError configuration setting and the platform version will be
returned.

ASP.NET Example: Good Code

<customErrors mode="RemoteOnly" />

Potential Mitigations
Handle exceptions appropriately in source code. The best practice is to use a custom error
message. Make sure that the mode attribute is set to "RemoteOnly" in the web.config file as shown
in the following example.
Good Code

<customErrors mode="RemoteOnly" />

The mode attribute of the <customErrors> tag in the Web.config file defines whether custom or
default error pages are used. It should be configured to use a custom page as follows:
Good Code

<customErrors mode="0On" defaultRedirect="YourErrorPage.htm" />

Do not attempt to process an error or attempt to mask it.
Verify return values are correct and do not supply sensitive information about the system.
ASP .NET applications should be configured to use custom error pages instead of the framework
default page.

Background Details
The mode attribute of the <customErrors> tag defines whether custom or default error pages are
used.

Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 10 ASP.NET Environment Issues 699 7
ChildOf ® 756 Missing Custom Error Page 1000 765

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
7 Pernicious Kingdoms ASP.NET Misconfiguration: Missing Custom Error Handling

References
M. Howard, D. LeBlanc and J. Viega. "19 Deadly Sins of Software Security". McGraw-Hill/Osborne.
2005.
OWASP, Fortify Software. "ASP.NET Misconfiguration: Missing Custom Error Handling". < http://
www.owasp.org/index.php/ASP.NET _Misconfiguration:_Missing_Custom_Error_Handling >.

CWE-13: ASP.NET Misconfiguration: Password in
Configuration File

Weakness ID: 13 (Weakness Variant) Status: Draft

Description
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CWE-14: Compiler Removal of Code to Clear Buffers

CWE Version 1.6
CWE-14: Compiler Removal of Code to Clear Buffers

Summary
Storing a plaintext password in a configuration file allows anyone who can read the file access to
the password-protected resource making them an easy target for attackers.
Time of Introduction
 Architecture and Design
« Implementation
Demonstrative Examples
The following connectionString has clear text credentials.
XML Example: Bad Code
<connectionStrings>
<add name="ud_DEV" connectionString="connectDB=uDB; uid=db2admin; pwd=password; dbalias=uDB;"

providerName="System.Data.Odbc" />
</connectionStrings>

Potential Mitigations
Good password management guidelines require that a password never be stored in plaintext.
Implementation
credentials stored in configuration files should be encrypted.
Implementation
Use standard APIs and industry accepted algorithms to encrypt the credentials stored in
configuration files.
Relationships

Nature Type ID Name Page
ChildOf 2 Environment 700 1
ChildOf 10 ASP.NET Environment Issues 699 7
ChildOf (V] 260 Password in Configuration File 1000 291

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
7 Pernicious Kingdoms ASP.NET Misconfiguration: Password in Configuration File

References
Microsoft Corporation. "How To: Encrypt Configuration Sections in ASP.NET 2.0 Using DPAPI". <
http://msdn.microsoft.com/en-us/library/ms998280.aspx >.
Microsoft Corporation. "How To: Encrypt Configuration Sections in ASP.NET 2.0 Using RSA". <
http://msdn.microsoft.com/en-us/library/ms998283.aspx >.
Microsoft Corporation. ".NET Framework Developer's Guide - Securing Connection Strings". <
http://msdn.microsoft.com/en-us/library/89211k9b(VS.80).aspx >.

CWE-14: Compiler Removal of Code to Clear Buffers

Description
Summary
Sensitive memory is cleared according to the source code, but compiler optimizations leave the
memory untouched when it is not read from again, aka "dead store removal."
Extended Description
This compiler optimization error occurs when:
1. Secret data are stored in memory.
2. The secret data are scrubbed from memory by overwriting its contents.
3. The source code is compiled using an optimizing compiler, which identifies and removes
the function that overwrites the contents as a dead store because the memory is not used
subsequently.
Time of Introduction
¢ Implementation
¢ Build and Compilation

10
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CWE-14: Compiler Removal of Code to Clear Buffers

Applicable Platforms
Languages
« C
o C++
Detection Factors
Black Box
This specific weakness is impossible to detect using black box methods. While an analyst could
examine memory to see that it has not been scrubbed, an analysis of the executable would not be
successful. This is because the compiler has already removed the relevant code. Only the source
code shows whether the programmer intended to clear the memory or not, so this weakness is
indistinguishable from others.
White Box
This weakness is only detectable using white box methods (see black box detection factor).
Careful analysis is required to determine if the code is likely to be removed by the compiler.
Demonstrative Examples
The following code reads a password from the user, uses the password to connect to a back-end
mainframe and then attempts to scrub the password from memory using memset().
C Example: Bad Code
void GetData(char *MFAddr) {
char pwd[64];
if (GetPasswordFromUser(pwd, sizeof(pwd))) {

if (ConnectToMainframe(MFAddr, pwd)) {
/I Interaction with mainframe

}

memset(pwd, 0, sizeof(pwd));

}

The code in the example will behave correctly if it is executed verbatim, but if the code is compiled
using an optimizing compiler, such as Microsoft Visual C++ .NET or GCC 3.x, then the call to
memset() will be removed as a dead store because the buffer pwd is not used after its value
is overwritten [18]. Because the buffer pwd contains a sensitive value, the application may be
vulnerable to attack if the data are left memory resident. If attackers are able to access the
correct region of memory, they may use the recovered password to gain control of the system.
It is common practice to overwrite sensitive data manipulated in memory, such as passwords or
cryptographic keys, in order to prevent attackers from learning system secrets. However, with the
advent of optimizing compilers, programs do not always behave as their source code alone would
suggest. In the example, the compiler interprets the call to memset() as dead code because the
memory being written to is not subsequently used, despite the fact that there is clearly a security
motivation for the operation to occur. The problem here is that many compilers, and in fact many
programming languages, do not take this and other security concerns into consideration in their
efforts to improve efficiency. Attackers typically exploit this type of vulnerability by using a core
dump or runtime mechanism to access the memory used by a particular application and recover
the secret information. Once an attacker has access to the secret information, it is relatively
straightforward to further exploit the system and possibly compromise other resources with which
the application interacts.
Potential Mitigations

Implementation

Store the sensitive data in a "volatile" memory location if available.
Build and Compilation

If possible, configure your compiler so that it does not remove dead stores.
Architecture and Design

Where possible, encrypt sensitive data that are used by a software system.

Relationships

11
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CWE-15: External Control of System or Configuration Setting

CWE Version 1.6
CWE-15: External Control of System or Configuration Setting

Nature Type ID Name Page
ChildOf 2 Environment 699 1
700
ChildOf 503 Byte/Object Code 699 545
ChildOf 633  Weaknesses that Affect Memory 631 638
ChildOf 729 OWASP Top Ten 2004 Category A8 - Insecure Storage 711 749
ChildOf (B] 733  Compiler Optimization Removal or Modification of Security- 1000 753
critical Code
ChildOf 747 CERT C Secure Coding Section 49 - Miscellaneous (MSC) 734 761
Affected Resources
* Memory
Taxonomy Mappings
Mapped Taxonomy Name Node ID Fit Mapped Node Name
7 Pernicious Kingdoms Insecure Compiler Optimization
PLOVER Sensitive memory uncleared by compiler
optimization
OWASP Top Ten 2004 A8 CWE More Specific Insecure Storage
CERT C Secure Coding MSCO06-C Be aware of compiler optimization when
dealing with sensitive data
References

Michael Howard. "When scrubbing secrets in memory doesn't work". BugTrag. 2002-11-05. <
http://cert.uni-stuttgart.de/archive/bugtraq/2002/11/msg00046.html >.

< http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dncode/html/
securel10102002.asp >.

Joseph Wagner. "GNU GCC: Optimizer Removes Code Necessary for Security". Bugtrag.
2002-11-16. < http://www.derkeiler.com/Mailing-Lists/securityfocus/bugtrag/2002-11/0257.html >.

CWE-15: External Control of System or Configuration

Setting
Description
Summary

One or more system settings or configuration elements can be externally controlled by a user.
Extended Description
Allowing external control of system settings can disrupt service or cause an application to behave
in unexpected, and potentially malicious ways.
Time of Introduction
¢ Implementation
Modes of Introduction
Setting manipulation vulnerabilities occur when an attacker can control values that govern the
behavior of the system, manage specific resources, or in some way affect the functionality of the
application.
Demonstrative Examples
Example 1:
The following C code accepts a number as one of its command line parameters and sets it as the
host ID of the current machine.
C Example: Bad Code

;éthostid(argv[l]);

Although a process must be privileged to successfully invoke sethostid(), unprivileged users may
be able to invoke the program. The code in this example allows user input to directly control the

12



CWE Version 1.6
CWE-16: Configuration

value of a system setting. If an attacker provides a malicious value for host ID, the attacker can
misidentify the affected machine on the network or cause other unintended behavior.

Example 2:

The following Java code snippet reads a string from an HttpServietRequest and sets it as the
active catalog for a database Connection.

Java Example: Bad Code

conn.setCatalog(request.getParameter(“catalog"));

In this example, an attacker could cause an error by providing a nonexistent catalog name or
connect to an unauthorized portion of the database.

Potential Mitigations
Compartmentalize your system and determine where the trust boundaries exist. Any input/control
outside the trust boundary should be treated as potentially hostile.
Because setting manipulation covers a diverse set of functions, any attempt at illustrating it will
inevitably be incomplete. Rather than searching for a tight-knit relationship between the functions
addressed in the setting manipulation category, take a step back and consider the sorts of system
values that an attacker should not be allowed to control.
In general, do not allow user-provided or otherwise untrusted data to control sensitive values. The
leverage that an attacker gains by controlling these values is not always immediately obvious, but
do not underestimate the creativity of your attacker.

Relationships

Nature Type ID Name Page

ChildOf 2 Environment 699 1

ChildOf ® 20 Improper Input Validation 700 15

ChildOf [C] 610 Externally Controlled Reference to a Resource in Another 1000 619
Sphere

ChildOf [C] 642 External Control of Critical State Data 1000 648

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

7 Pernicious Kingdoms Setting Manipulation
Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
13 Subverting Environment Variable Values
69 Target Programs with Elevated Privileges
76 Manipulating Input to File System Calls
77 Manipulating User-Controlled Variables

CWE-16: Configuration

Description
Summary
Weaknesses in this category are typically introduced during the configuration of the software.
Relationships

Nature Type ID Name Page
ChildOf 1 Location 699 1
MemberOf 635  Weaknesses Used by NVD 635 639
CWE-17: Code
Description

13
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CWE-18: Source Code

CWE Version 1.6
CWE-18: Source Code

Summary
Weaknesses in this category are typically introduced during code development, including
specification, design, and implementation.
Relationships

Nature Type ID Name Page
ChildOf 1 Location 699 1
ParentOf 18 Source Code 699 14
ParentOf 503 Byte/Object Code 699 545
ParentOf [C] 657  Violation of Secure Design Principles 699 668

CWE-18: Source Code

Description
Summary
Weaknesses in this category are typically found within source code.
Relationships

Nature Type ID Name Page
ChildOf 17 Code 699 13
ParentOf 19 Data Handling 699 14
ParentOf (C] 227  Failure to Fulfill API Contract ('API Abuse’) 699 258
ParentOf 254 Security Features 699 283
ParentOf 361 Time and State 699 390
ParentOf 388 Error Handling 699 423
ParentOf ® 398 Indicator of Poor Code Quality 699 435
ParentOf 417 Channel and Path Errors 699 460
ParentOf 429 Handler Errors 699 471
ParentOf 438 Behavioral Problems 699 479
ParentOf 442 Web Problems 699 481
ParentOf 445 User Interface Errors 699 483
ParentOf 452 Initialization and Cleanup Errors 699 488
ParentOf 465 Pointer Issues 699 500
ParentOf (C] 485 Insufficient Encapsulation 699 525

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
Landwehr Source Code

CWE-19: Data Handling

Description
Summary
Weaknesses in this category are typically found in functionality that processes data.
Relationships

Nature Type ID Name Page
ChildOf 18 Source Code 699 14
ParentOf ® 20 Improper Input Validation 699 15
ParentOf [C] 116 Improper Encoding or Escaping of Output 699 138
ParentOf ® 118 Improper Access of Indexable Resource ('Range Error’) 699 145
ParentOf 133 String Errors 699 167
ParentOf 136 Type Errors 699 172
ParentOf 137 Representation Errors 699 172

14



CWE Version 1.6
CWE-20: Improper Input Validation

Nature Type ID Name Page

ParentOf 189 Numeric Errors 699 223

ParentOf 199 Information Management Errors 699 236

ParentOf [C] 228 Improper Handling of Syntactically Invalid Structure 699 260

ParentOf 461 Data Structure Issues 699 497

ParentOf (B] 471 Modification of Assumed-Immutable Data (MAID) 699 507
Related Attack Patterns

CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)

99 XML Parser Attack

100 Overflow Buffers

CWE-20: Improper Input Validation

Description
Summary
The product does not validate or incorrectly validates input that can affect the control flow or data
flow of a program.
Extended Description
When software fails to validate input properly, an attacker is able to craft the input in a form
that is not expected by the rest of the application. This will lead to parts of the system receiving
unintended input, which may result in altered control flow, arbitrary control of a resource, or
arbitrary code execution.
Terminology Notes
The "input validation" term is extremely common, but it is used in many different ways. In some
cases its usage can obscure the real underlying weakness or otherwise hide chaining and
composite relationships.
Some people use "input validation" as a general term that covers many different techniques for
ensuring that input is appropriate, such as cleansing/filtering, canonicalization, and escaping.
Others use the term in a more narrow context to simply mean "checking if an input conforms to
expectations without changing it."
Time of Introduction
 Architecture and Design
e Implementation
Applicable Platforms
Languages
o All
Platform Notes
Modes of Introduction
If a programmer believes that an attacker cannot modify certain inputs, then the programmer
might not perform any input validation at all. For example, in web applications, many programmers
believe that cookies and hidden form fields can not be modified from a web browser (CWE-472),
although they can be altered using a proxy or a custom program. In a client-server architecture,
the programmer might assume that client-side security checks cannot be bypassed, even when a
custom client could be written that skips those checks (CWE-602).
Common Consequences
Availability
An attacker could provide unexpected values and cause a program crash or excessive
consumption of resources, such as memory and CPU.
Confidentiality
An attacker could read confidential data if they are able to control resource references.

15
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CWE-20: Improper Input Validation

CWE Version 1.6
CWE-20: Improper Input Validation

Integrity
An attacker could use malicious input to modify data or possibly alter control flow in unexpected
ways, including arbitrary command execution.
Likelihood of Exploit
High
Demonstrative Examples
Example 1:
This example demonstrates a shopping interaction in which the user is free to specify the quantity
of items to be purchased and a total is calculated.
Java Example: Bad Code

public static final double price = 20.00;

int quantity = currentUser.getAttribute("quantity");
double total = price * quantity;

chargeUser(total);

The user has no control over the price variable, however the code does not prevent a negative
value from being specified for quantity. If an attacker were to provide a negative value, then the
user would have their account credited instead of debited.

Example 2:

This example asks the user for a height and width of an m X n game board with a maximum
dimension of 100 squares.

C Example: Bad Code

#define MAX_DIM 100

int m,n, error; /* board dimensions */
board_square_t *board;
printf("Please specify the board height: \n");
error = scanf("%d", &m);
if ( EOF == error ){

die("No integer passed: Die evil hacker!\n");

printf("Please specify the board width: \n");
error = scanf("%d", &n);
if ( EOF == error ){

die("No integer passed: Die evil hacker!\n");

}
if (m > MAX_DIM || n > MAX_DIM ) {
die("Value too large: Die evil hacker'\n");

board = (board_square_t*) malloc( m * n * sizeof(board_square_t));

While this code checks to make sure the user cannot specify large, positive integers and consume
too much memory, it fails to check for negative values supplied by the user. As a result, an attacker
can perform a resource consumption (CWE-400) attack against this program by specifying two,
large negative values that will not overflow, resulting in a very large memory allocation (CWE-789)
and possibly a system crash. Alternatively, an attacker can provide very large negative values
which will cause an integer overflow (CWE-190) and unexpected behavior will follow depending on
how the values are treated in the remainder of the program.

Example 3:

The following example shows a PHP application in which the programmer attempts to display a
user's birthday and homepage.

PHP Example: Bad Code

$birthday = $_GET['birthday'];
$homepage = $_GET['homepage'];

16
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CWE-20: Improper Input Validation

echo "Birthday: $birthday<br>Homepage: <a href=$homepage>click here</a>"

The programmer intended for $birthday to be in a date format and $homepage to be a valid URL.
However, since the values are derived from an HTTP request, if an attacker can trick a victim into
clicking a crafted URL with <script> tags providing the values for birthday and / or homepage, then
the script will run on the client's browser when the webserver echoes the content. Notice that even
if the programmer were to defend the $birthday variable by restricting input to integers and dashes,
it would still be possible for an attacker to provide a string of the form:

Attack

2009-01-09--

If this data were used in a SQL statement, it would treat the remainder of the statement as a
comment. The comment could disable other security-related logic in the statement. In this case,
encoding combined with input validation would be a more useful protection mechanism.
Furthermore, an XSS (CWE-79) attack or SQL injection (CWE-89) are just a few of the potential
consequences in a failed protection mechanism of this nature. Depending on the context of the
code, CRLF Injection (CWE-93), Argument Injection (CWE-88), or Command Injection (CWE-77)
may also be possible.

Example 4:
This function attempts to extract a pair of numbers from a user-supplied string.
C Example: Bad Code
void parse_data(char *untrusted_input){

int m, n, error;

error = sscanf(untrusted_input, "%d:%d", &m, &n);

if (EOF == error ){

die("Did not specify integer value. Die evil hacker'\n");

}

/* proceed assuming n and m are initialized correctly */

}

This code attempts to extract two integer values out of a formatted, user-supplied input. However,
if an attacker were to provide an input of the form:
Attack

123:

then only the m variable will be initialized. Subsequent use of n may result in the use of an
uninitialized variable (CWE-457).

Example 5:

The following example takes a user-supplied value to allocate an array of objects and then

operates on the array.

Java Example: Bad Code
private void buildList ( int untrustedListSize ){

if (0 > untrustedListSize ){
die("Negative value supplied for list size, die evil hacker!");

Widget[] list = new Widget [ untrustedListSize ];
list[0] = new Widget();

This example attempts to build a list from a user-specified value, and even checks to ensure a non-
negative value is supplied. If, however, a 0 value is provided, the code will build an array of size 0
and then try to store a new Widget in the first location, causing an exception to be thrown.

Observed Examples
Reference Description
CVE-2006-3790 size field that is inconsistent with packet size leads to buffer over-read
CVE-2006-5462 use of extra data in a signature allows certificate signature forging
CVE-2006-5525 incomplete blacklist allows SQL injection
CVE-2006-6658 request with missing parameters leads to information leak

17
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CWE Version 1.6
CWE-20: Improper Input Validation

Reference

CVE-2006-6870
CVE-2007-2442
CVE-2007-3409
CVE-2007-5893
CVE-2008-0600
CVE-2008-1284
CVE-2008-1303
CVE-2008-1440
CVE-2008-1625
CVE-2008-1737
CVE-2008-1738

CVE-2008-2223
CVE-2008-2252
CVE-2008-2309

CVE-2008-2374
CVE-2008-3174
CVE-2008-3177
CVE-2008-3464
CVE-2008-3477

CVE-2008-3494
CVE-2008-3571
CVE-2008-3660
CVE-2008-3680
CVE-2008-3812
CVE-2008-3843
CVE-2008-4114
CVE-2008-5285
CVE-2008-5305
CVE-2008-5563

Description

infinite loop from DNS packet with a label that points to itself

zero-length input causes free of uninitialized pointer

infinite loop from DNS packet with a label that points to itself

HTTP request with missing protocol version number leads to crash

kernel does not validate an incoming pointer before dereferencing it

NUL byte in theme name cause directory traversal impact to be worse

missing parameter leads to crash

lack of validation of length field leads to infinite loop

lack of validation of input to an IOCTL allows code execution

anti-virus product allows DoS via zero-length field

anti-virus product has insufficient input validation of hooked SSDT functions, allowing code
execution

SQL injection through an ID that was supposed to be numeric.

kernel does not validate parameters sent in from userland, allowing code execution
product uses a blacklist to identify potentially dangerous content, allowing attacker to
bypass a warning

lack of validation of string length fields allows memory consumption or buffer over-read
driver in security product allows code execution due to insufficient validation
zero-length attachment causes crash

driver does not validate input from userland to the kernel

lack of input validation in spreadsheet program leads to buffer overflows, integer overflows,
array index errors, and memory corruption.

security bypass via an extra header

empty packet triggers reboot

crash via multiple "." characters in file extension

packet with invalid version number leads to NULL pointer dereference

router crashes with a malformed packet

insufficient validation enables XSS

system crash with offset value that is inconsistent with packet size

infinite loop from a long SMTP request

Eval injection in Perl program using an ID that should only contain hyphens and numbers.
crash via a malformed frame structure

Potential Mitigations

Architecture and Design
Use an input validation framework such as Struts or the OWASP ESAPI Validation API. If you use
Struts, be mindful of weaknesses covered by the CWE-101 category.

Architecture and Design

Understand all the potential areas where untrusted inputs can enter your software: parameters or
arguments, cookies, anything read from the network, environment variables, request headers as
well as content, URL components, e-malil, files, databases, and any external systems that provide
data to the application. Perform input validation at well-defined interfaces.

Architecture and Design
Assume all input is malicious. Use an "accept known good" input validation strategy (i.e., use
a whitelist). Reject any input that does not strictly conform to specifications, or transform it into
something that does. Use a blacklist to reject any unexpected inputs and detect potential attacks.
Use a standard input validation mechanism to validate all input for length, type, syntax, and
business rules before accepting the input for further processing. As an example of business rule
logic, "boat" may be syntactically valid because it only contains alphanumeric characters, but it is
not valid if you are expecting colors such as "red" or "blue."
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CWE-20: Improper Input Validation

Architecture and Design
For any security checks that are performed on the client side, ensure that these checks are
duplicated on the server side, in order to avoid CWE-602. Attackers can bypass the client-side
checks by modifying values after the checks have been performed, or by changing the client to
remove the client-side checks entirely. Then, these modified values would be submitted to the
server.
Even though client-side checks provide minimal benefits with respect to server-side security,
they are still useful. First, they can support intrusion detection. If the server receives input that
should have been rejected by the client, then it may be an indication of an attack. Second, client-
side error-checking can provide helpful feedback to the user about the expectations for valid
input. Third, there may be a reduction in server-side processing time for accidental input errors,
although this is typically a small savings.

Architecture and Design
Do not rely exclusively on blacklist validation to detect malicious input or to encode output
(CWE-184). There are too many ways to encode the same character, so you're likely to miss
some variants.

Implementation
When your application combines data from multiple sources, perform the validation after the
sources have been combined. The individual data elements may pass the validation step but
violate the intended restrictions after they have been combined.

Implementation
Be especially careful to validate your input when you invoke code that crosses language
boundaries, such as from an interpreted language to native code. This could create an
unexpected interaction between the language boundaries. Ensure that you are not violating any
of the expectations of the language with which you are interfacing. For example, even though
Java may not be susceptible to buffer overflows, providing a large argument in a call to native
code might trigger an overflow.

Implementation
Directly convert your input type into the expected data type, such as using a conversion function
that translates a string into a number. After converting to the expected data type, ensure that the
input's values fall within the expected range of allowable values and that multi-field consistencies
are maintained.

Implementation
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated (CWE-180, CWE-181). Make sure that your application does not
inadvertently decode the same input twice (CWE-174). Such errors could be used to bypass
whitelist schemes by introducing dangerous inputs after they have been checked. Use libraries
such as the OWASP ESAPI Canonicalization control.
Consider performing repeated canonicalization until your input does not change any more. This
will avoid double-decoding and similar scenarios, but it might inadvertently modify inputs that are
allowed to contain properly-encoded dangerous content.

Implementation
When exchanging data between components, ensure that both components are using the same
character encoding. Ensure that the proper encoding is applied at each interface. Explicitly set the
encoding you are using whenever the protocol allows you to do so.

Testing
Use automated static analysis tools that target this type of weakness. Many modern techniques
use data flow analysis to minimize the number of false positives. This is not a perfect solution,
since 100% accuracy and coverage are not feasible.
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CWE-20: Improper Input Validation

Testing
Use dynamic tools and techniques that interact with the software using large test suites with
many diverse inputs, such as fuzz testing (fuzzing), robustness testing, and fault injection. The

Relationships

software's operation may slow down, but it should not become unstable, crash, or generate

incorrect results.

Nature
ChildOf
CanPrecede
CanPrecede
CanPrecede
ChildOf
ChildOf
ChildOf
ChildOf

ChildOf
ChildOf
ChildOf
ParentOf
ParentOf
ParentOf

ParentOf

ParentOf

ParentOf

ParentOf
ParentOf
ParentOf
ParentOf
ParentOf
ParentOf

ParentOf
ParentOf
ParentOf

ParentOf
ParentOf
ParentOf

ParentOf

ParentOf

ParentOf

ParentOf
ParentOf
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ID
19
22
41
74
693
722
738
742

746
747
751
15
21
73

1

79

89

99

100
102
103
104
105

106
107
108

109
110
111

112

113

114

117
119

Name

Data Handling

Path Traversal

Improper Resolution of Path Equivalence

Failure to Sanitize Data into a Different Plane ('Injection’)
Protection Mechanism Failure

OWASP Top Ten 2004 Category Al - Unvalidated Input
CERT C Secure Coding Section 04 - Integers (INT)

CERT C Secure Coding Section 08 - Memory Management
(MEM)

CERT C Secure Coding Section 12 - Error Handling (ERR)
CERT C Secure Coding Section 49 - Miscellaneous (MSC)
Insecure Interaction Between Components

External Control of System or Configuration Setting
Pathname Traversal and Equivalence Errors

External Control of File Name or Path

Improper Sanitization of Special Elements used in a
Command (‘Command Injection’)

Failure to Preserve Web Page Structure ('Cross-site
Scripting")

Improper Sanitization of Special Elements used in an SQL
Command ('SQL Injection’)

Improper Control of Resource Identifiers (‘Resource Injection’)

Technology-Specific Input Validation Problems
Struts: Duplicate Validation Forms

Struts: Incomplete validate() Method Definition
Struts: Form Bean Does Not Extend Validation Class
Struts: Form Field Without Validator

Struts: Plug-in Framework not in Use
Struts: Unused Validation Form
Struts: Unvalidated Action Form

Struts: Validator Turned Off
Struts: Validator Without Form Field
Direct Use of Unsafe JNI

Missing XML Validation

Failure to Sanitize CRLF Sequences in HTTP Headers
(HTTP Response Splitting")
Process Control

Improper Output Sanitization for Logs

Failure to Constrain Operations within the Bounds of a
Memory Buffer

699
1000
1000
1000
1000
711
734
734

734
734
750
700
699

699
700
700

700
700

700
699
700
700
700
700
1000
700
700
700
1000
700
700
699
700
699
700
1000
700

699
700
1000
700
699
700

Page
14
23
45
72
710
745
756
758

760
761
763
12
23
69

76
85
101

119
121
122
123
124
125

126
126
127

128
129
130

132

133

136

143
146
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CWE Version 1.6
CWE-20: Improper Input Validation

Nature
ParentOf

ParentOf

ParentOf
ParentOf
ParentOf
ParentOf
ParentOf

ParentOf

ParentOf
ParentOf

ParentOf
ParentOf
ParentOf

MemberOf

ParentOf
ParentOf
ParentOf
MemberOf

ParentOf

ParentOf

<IN < 6!888! GCG60e 06 & COOOLE © &%‘
(¢]

ParentOf

Relationship Notes

ID
120

129

134
170
190
466
470

554

601
606

621
622
626

635

680
690
692
700

781

785

789

Name

Buffer Copy without Checking Size of Input ('Classic Buffer
Overflow")
Improper Validation of Array Index

Uncontrolled Format String

Improper Null Termination

Integer Overflow or Wraparound

Return of Pointer Value Outside of Expected Range

Use of Externally-Controlled Input to Select Classes or Code
(‘'Unsafe Reflection')

ASP.NET Misconfiguration: Not Using Input Validation
Framework

URL Redirection to Untrusted Site (‘'Open Redirect’)

Unchecked Input for Loop Condition

Variable Extraction Error
Unvalidated Function Hook Arguments
Null Byte Interaction Error (Poison Null Byte)

Weaknesses Used by NVD

Integer Overflow to Buffer Overflow

Unchecked Return Value to NULL Pointer Dereference
Incomplete Blacklist to Cross-Site Scripting

Seven Pernicious Kingdoms

Improper Address Validation in IOCTL with
METHOD_NEITHER I/O Control Code

Use of Path Manipulation Function without Maximum-sized
Buffer

Uncontrolled Memory Allocation

700

699
1000
700
700
700
700
699
700
699
1000
699
699
1000
699
699
699
1000
635
1000
1000
1000
700
699
1000
699
700
1000

CWE-116 and CWE-20 have a close association because, depending on the nature of the
structured message, proper input validation can indirectly prevent special characters from
changing the meaning of a structured message. For example, by validating that a numeric ID field
should only contain the 0-9 characters, the programmer effectively prevents injection attacks.
However, input validation is not always sufficient, especially when less stringent data types must
be supported, such as free-form text. Consider a SQL injection scenario in which a last name

is inserted into a query. The name "O'Reilly" would likely pass the validation step since it is a

common last name in the English language. However, it cannot be directly inserted into the

database because it contains the ™" apostrophe character, which would need to be escaped or

Page
150

163

168
200
223
501
505

574

610
616

628
629
632

639

698
708
710
716

791
797

800

otherwise handled. In this case, stripping the apostrophe might reduce the risk of SQL injection,
but it would produce incorrect behavior because the wrong name would be recorded.

Research Gaps

There is not much research into the classification of input validation techniques and their

application. Many publicly-disclosed vulnerabilities simply characterize a problem as "input

validation" without providing more specific details that might contribute to a deeper understanding

of validation techniques and the weaknesses they can prevent or reduce. Validation is over-

emphasized in contrast to other sanitization techniques such as cleansing and enforcement by
conversion. See the vulnerability theory paper.

Taxonomy Mappings

Mapped Taxonomy Name

7 Pernicious Kingdoms
OWASP Top Ten 2004

CERT C Secure Coding

Node ID Fit Mapped Node Name
Input validation and representation
Al CWE More Specific Unvalidated Input
ERRO7-C Prefer functions that support error checking

over equivalent functions that don't
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CWE-20: Improper Input Validation

CWE Version 1.6
CWE-20: Improper Input Validation

Mapped Taxonomy Name Node ID Fit Mapped Node Name

CERT C Secure Coding INT06-C

Use strtol() or a related function to convert
a string token to an integer

CERT C Secure Coding MEM10-C Define and use a pointer validation function
CERT C Secure Coding MSCO08-C Library functions should validate their
parameters

Related Attack Patterns

CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)

3 Using Leading 'Ghost' Character Sequences to Bypass Input Filters

7 Blind SQL Injection

8 Buffer Overflow in an API Call

9 Buffer Overflow in Local Command-Line Utilities

10 Buffer Overflow via Environment Variables

13 Subverting Environment Variable Values

14 Client-side Injection-induced Buffer Overflow

18 Embedding Scripts in Nonscript Elements

22 Exploiting Trust in Client (aka Make the Client Invisible)

24 Filter Failure through Buffer Overflow

28 Fuzzing

31 Accessing/Intercepting/Modifying HTTP Cookies

32 Embedding Scripts in HTTP Query Strings

42 MIME Conversion

43 Exploiting Multiple Input Interpretation Layers

45 Buffer Overflow via Symbolic Links

46 Overflow Variables and Tags

47 Buffer Overflow via Parameter Expansion

52 Embedding NULL Bytes

53 Postfix, Null Terminate, and Backslash

63 Simple Script Injection

64 Using Slashes and URL Encoding Combined to Bypass Validation Logic

66 SQL Injection

67 String Format Overflow in syslog()

71 Using Unicode Encoding to Bypass Validation Logic

72 URL Encoding

73 User-Controlled Filename

78 Using Escaped Slashes in Alternate Encoding

79 Using Slashes in Alternate Encoding

80 Using UTF-8 Encoding to Bypass Validation Logic

81 Web Logs Tampering

83 XPath Injection

85 Client Network Footprinting (using AJAX/XSS)

86 Embedding Script (XSS ) in HTTP Headers

88 OS Command Injection

91 XSS in IMG Tags

99 XML Parser Attack

101 Server Side Include (SSI) Injection

104 Cross Zone Scripting

106 Cross Site Scripting through Log Files

108 Command Line Execution through SQL Injection

109 Object Relational Mapping Injection

110 SQL Injection through SOAP Parameter Tampering
References

Jim Manico. "Input Validation with ESAPI - Very Important”. 2008-08-15. < http://
manicode.blogspot.com/2008/08/input-validation-with-esapi.html >.

"OWASP Enterprise Security API (ESAPI) Project". < http://www.owasp.org/index.php/ESAPI >.
Joel Scambray, Mike Shema and Caleb Sima. "Hacking Exposed Web Applications, Second
Edition". Input Validation Attacks. McGraw-Hill. 2006-06-05.
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CWE Version 1.6
CWE-21: Pathname Traversal and Equivalence Errors

Jeremiah Grossman. "Input validation or output filtering, which is better?". 2007-01-30. < http://
jeremiahgrossman.blogspot.com/2007/01/input-validation-or-output-filtering.html >.
Kevin Beaver. "The importance of input validation". 2006-09-06. < http://
searchsoftwarequality.techtarget.com/tip/0,289483,sid92_gci1214373,00.html >.

Maintenance Notes
Input validation - whether missing or incorrect - is such an essential and widespread part of secure
development that it is implicit in many different weaknesses. Traditionally, problems such as
buffer overflows and XSS have been classified as input validation problems by many security
professionals. However, input validation is not necessarily the only protection mechanism available
for avoiding such problems, and in some cases it is not even sufficient. The CWE team has begun
capturing these subtleties in chains within the Research Concepts view (CWE-1000), but more
work is needed.

CWE-21: Pathname Traversal and Equivalence Errors

Description
Summary
Weaknesses in this category can be used to access files outside of a restricted directory (path
traversal) or to perform operations on files that would otherwise be restricted (path equivalence).
Extended Description
Files, directories, and folders are so central to information technology that many different
weaknesses and variants have been discovered. The manipulations generally involve special
characters or sequences in pathnames, or the use of alternate references or channels.
Applicable Platforms
Languages
e All
Potential Mitigations
Assume all input is malicious. Use an appropriate combination of black lists and white lists to
ensure only valid and expected input is processed by the system.
Relationships

Nature Type ID Name Page

ChildOf (C] 20 Improper Input Validation 699 15

ParentOf ® 22 Path Traversal 699 23

ParentOf (B] 41 Improper Resolution of Path Equivalence 699 45

ParentOf (B] 59 Improper Link Resolution Before File Access ('Link Following’) 699 56

ParentOf (B] 66 Improper Handling of File Names that Identify Virtual 699 63
Resources

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER Pathname Traversal and Equivalence Errors
Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
64 Using Slashes and URL Encoding Combined to Bypass Validation Logic
72 URL Encoding
78 Using Escaped Slashes in Alternate Encoding
79 Using Slashes in Alternate Encoding
80 Using UTF-8 Encoding to Bypass Validation Logic

CWE-22: Path Traversal

Description
Summary
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CWE-22: Path Traversal

CWE Version 1.6
CWE-22: Path Traversal

The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize special elements that can resolve to a location that is
outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
One of the most common special elements is the ".." sequence, which in most modern operating
systems is interpreted as the parent directory of the current location.
Alternate Terms
Directory traversal
Path traversal
"Path traversal" is preferred over "directory traversal."
Time of Introduction
¢ Implementation
Applicable Platforms
Languages
o All
Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as ' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFSs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Other Notes
Some pathname equivalence issues are not directly related to directory traversal, rather are used
to bypass security-relevant checks for whether a file/directory can be accessed by the attacker
(e.g. a trailing "/" on a filename could bypass access rules that don't expect a trailing /, causing a
server to provide the file when it normally would not).
Incomplete diagnosis or reporting of vulnerabilities can make it difficult to know which variant is
affected. For example, a researcher might say that "..\" is vulnerable, but not test "../" which may
also be vulnerable.
Any combination of the items below can provide its own variant, e.g. "//../" is not listed
(CVE-2004-0325).

Like other Weaknesses, terminology is often based on the types of manipulations used, instead of
the underlying Weaknesses.

24



CWE Version 1.6
CWE-23: Relative Path Traversal

Some people use "directory traversal" only to refer to the injection of ".." and equivalent sequences
whose specific meaning is to traverse directories. Other variants like "absolute pathname" and
"drive letter" have the *effect* of directory traversal, but some people may not call it such, since it
doesn't involve ".." or equivalent.

Weakness Ordinalities
Primary (where the weakness exists independent of other weaknesses)

Relationships

Nature Type ID Name Page
ChildOf 21 Pathname Traversal and Equivalence Errors 699 23
ChildOf 632 Weaknesses that Affect Files or Directories 631 637
ChildOf (C] 668 Exposure of Resource to Wrong Sphere 1000 682
ChildOf [C] 706 Use of Incorrectly-Resolved Name or Reference 1000 738
ChildOf 715 OWASP Top Ten 2007 Category A4 - Insecure Direct Object 629 743
Reference
ChildOf 723 OWASP Top Ten 2004 Category A2 - Broken Access Control 711 746
ChildOf 743 CERT C Secure Coding Section 09 - Input Output (FIO) 734 758
CanFollow (C] 20 Improper Input Validation 1000 15
ParentOf (B) 23 Relative Path Traversal 699 25
1000
ParentOf (B) 36 Absolute Path Traversal 699 40
1000
CanFollow [C] 73 External Control of File Name or Path 1000 69
CanFollow [C] 172 Encoding Error 1000 205
MemberOf 635  Weaknesses Used by NVD 635 639

Relationship Notes
Pathname equivalence can be regarded as a type of canonicalization error.
Research Gaps
Most of these issues are probably under-studied
Affected Resources
 File/Directory
Relevant Properties
« Equivalence
Functional Areas
 File processing
Causal Nature
Explicit (an explicit weakness resulting from behavior of the developer)
Taxonomy Mappings

Mapped Taxonomy Name Node ID Fit Mapped Node Name

PLOVER Path Traversal

OWASP Top Ten 2007 A4 CWE More Specific Insecure Direct Object Reference
OWASP Top Ten 2004 A2 CWE More Specific Broken Access Control

CERT C Secure Coding F1002-C Canonicalize path names originating from

untrusted sources

Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
23 File System Function Injection, Content Based
76 Manipulating Input to File System Calls

CWE-23: Relative Path Traversal

Weakness ID: 23 (Weakness Base) Status: Draft
Description
Summary
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CWE-23: Relative Path Traversal

CWE Version 1.6
CWE-23: Relative Path Traversal

The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize sequences such as ".." that can resolve to a location
that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
Time of Introduction
« Implementation
Applicable Platforms
Languages
o All
Demonstrative Examples
The following URLs are vulnerable to this attack:

Bad Code
http://example.com.br/get-files.jsp?file=report.pdf
http://example.com.br/get-page.php?home=aaa.html
http://example.com.br/some-page.asp?page=index.html
A simple way to execute this attack is like this:
Attack

http://example.com.br/get-files?file=../../../../somedir/somefile
http://example.com.br/../../../../etc/shadow
http://example.com.br/get-files?file=../../../../etc/passwd

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf [C] 22 Path Traversal 699 23
1000
ParentOf (V] 24 Path Traversal: '../filedir' 699 27
1000
ParentOf (V) 25 Path Traversal: '/../filedir' 699 28
1000
ParentOf (V) 26 Path Traversal: '/dir/../flename' 699 29

26



CWE Version 1.6
CWE-24: Path Traversal: "../filedir'

Nature Type ID Name Page
1000
ParentOf (V] 27 Path Traversal; 'dir/../../[filename’ 699 30
1000
ParentOf (V] 28 Path Traversal: "..\filedir' 699 31
1000
ParentOf V] 29 Path Traversal: \..\filename' 699 32
1000
ParentOf (V] 30 Path Traversal: \dir\..\filename' 699 33
1000
ParentOf (V] 31 Path Traversal: 'dir\..\..\filename' 699 34
1000
ParentOf (V] 32 Path Traversal: '..." (Triple Dot) 699 35
1000
ParentOf (V] 33 Path Traversal: '...." (Multiple Dot) 699 37
1000
ParentOf (V) 34 Path Traversal: "..../I' 699 38
1000
ParentOf (V) 35 Path Traversal: ".../.../I' 699 39
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER Relative Path Traversal
Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
23 File System Function Injection, Content Based
76 Manipulating Input to File System Calls
References

OWASP. "OWASP Attack listing". < http://www.owasp.org/index.php/Relative_Path_Traversal >.

CWE-24: Path Traversal: '../filedir'

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize "../" sequences that can resolve to a location that is
outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The "../" manipulation is the canonical manipulation for operating systems that use "/" as directory
separators, such as UNIX- and Linux-based systems. In some cases, it is useful for bypassing
protection schemes in environments for which /" is supported but not the primary separator, such
as Windows, which uses "\" but can also accept "/".
Time of Introduction
 Architecture and Design
« Implementation
Applicable Platforms
Languages
e All
Potential Mitigations
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. [filedir'

CWE-25: Path Traversal:

CWE Version 1.6
CWE-25: Path Traversal: '/../filedir'

Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER " ffiledir
CWE-25: Path Traversal: '/../filedir’
Weakness ID: 25 (Weakness Variant) Status: Incomplete
Description

Summary

The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize "/../" sequences that can resolve to a location that is
outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
Sometimes a program checks for "../" at the beginning of the input, so a "/../" can bypass that
check.
Time of Introduction
* Implementation
Applicable Platforms
Languages
e All
Potential Mitigations

28



CWE Version 1.6
CWE-26: Path Traversal: '/dir/../filename'

Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as '.' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a '."inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.
Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER '/..Mfiledir

CWE-26: Path Traversal: '/dir/../filename’

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize "/dir/../filename" sequences that can resolve to a
location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The '/dir/../filename' manipulation is useful for bypassing some path traversal protection schemes.
Sometimes a program only checks for "../" at the beginning of the input, so a "/../" can bypass that
check.
Time of Introduction
« Implementation
Applicable Platforms
Languages
e All
Technology Classes
* Web-Server (Often)
Potential Mitigations
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'dir/../../[filename'

CWE-27: Path Traversal:

CWE Version 1.6
CWE-27: Path Traversal: 'dir/../../filename'

Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.
Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER ‘/directory/../filename

CWE-27: Path Traversal: 'dir/../../filename’

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize multiple internal "../" sequences that can resolve to a
location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The 'directory/../../flename' manipulation is useful for bypassing some path traversal protection
schemes. Sometimes a program only removes one "../" sequence, so multiple "../" can bypass
that check. Alternately, this manipulation could be used to bypass a check for "../" at the
beginning of the pathname, moving up more than one directory level.
Time of Introduction
* Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2002-0298

Potential Mitigations
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CWE Version 1.6
CWE-28: Path Traversal: "..\filedir'

Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as '.' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a '."inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER ‘directory/../../filename

CWE-28: Path Traversal: . \filedir'

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize "..\" sequences that can resolve to a location that is
outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The '..\' manipulation is the canonical manipulation for operating systems that use "\" as directory
separators, such as Windows. However, it is also useful for bypassing path traversal protection
schemes that only assume that the "/" separator is valid.
Time of Introduction
« Implementation
Applicable Platforms
Languages
e All
Operating Systems
* Windows
Observed Examples
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\..\filename'

CWE-29: Path Traversal:

CWE Version 1.6
CWE-29: Path Traversal: ‘\..\filename'

Reference Description

CVE-2002-0661 "\" not in blacklist for web server, allowing path traversal attacks when the server is run in
Windows and other OSes.

CVE-2002-0946 Arbitrary files may be read files via ..\ (dot dot) sequences in an HTTP request.

CVE-2002-1042

CVE-2002-1178

CVE-2002-1209

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.
Relationships

Nature Type ID Name Page
ChildOf 'B] 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER ".Mfilename' (‘dot dot backslash')

CWE-29: Path Traversal: '\..\filename'

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize ‘\..\filename" (leading backslash dot dot) sequences
that can resolve to a location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
This is similar to CWE-25, except using "\" instead of "/". Sometimes a program checks for "..\"
at the beginning of the input, so a "\..\" can bypass that check. It is also useful for bypassing path
traversal protection schemes that only assume that the "/* separator is valid.
Time of Introduction
¢ Implementation
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CWE Version 1.6
CWE-30: Path Traversal: \dir\..\filename'

Applicable Platforms

Languages
o All
Operating Systems
¢ Windows
Observed Examples
Reference Description

CVE-2002-1987 Protection mechanism checks for "/.." but doesn't account for Windows-specific "\.."
allowing read of arbitrary files.
CVE-2005-2142

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFSs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf (B] 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER \..\filename' ('leading dot dot backslash")
CWE-30: Path Traversal: "\dir\..\filename'
Weakness ID: 30 (Weakness Variant) Status: Draft
Description

Summary

The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize \dir\..\filename' (leading backslash dot dot) sequences
that can resolve to a location that is outside of that directory.

Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
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'dir\..\..\filename'

CWE-31: Path Traversal:

CWE Version 1.6
CWE-31: Path Traversal: 'dir\..\..\filename'

This is similar to CWE-26, except using "\" instead of "/". The "\dir\..\filename' manipulation is
useful for bypassing some path traversal protection schemes. Sometimes a program only checks
for "..\" at the beginning of the input, so a "\..\" can bypass that check.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
o All
Operating Systems
* Windows
Observed Examples
Reference Description

CVE-2002-1987 Protection mechanism checks for "/.." but doesn't account for Windows-specific "\.."
allowing read of arbitrary files.

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as '." and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFSs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.
Relationships

Nature Type ID Name Page
ChildOf 'B] 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER 7 - \directory\..\filename

CWE-31: Path Traversal: 'dir\..\..\filename'

Weakness ID: 31 (Weakness Variant)

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize 'dir\..\..\filename' (multiple internal backslash dot dot)
sequences that can resolve to a location that is outside of that directory.
Extended Description
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CWE Version 1.6
CWE-32: Path Traversal: "..." (Triple Dot)

This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The 'din\..\..\filename' manipulation is useful for bypassing some path traversal protection
schemes. Sometimes a program only removes one "..\" sequence, so multiple "..\" can bypass
that check. Alternately, this manipulation could be used to bypass a check for "..\" at the
beginning of the pathname, moving up more than one directory level.

Time of Introduction

« Implementation
Applicable Platforms

Languages
o All
Operating Systems
* Windows
Observed Examples
Reference Description

CVE-2002-0160

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as ' and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are nhow assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as 1ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.
Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER 8 - 'directory\..\..\filename

CWE-32: Path Traversal: '..." (Triple Dot)

Description
Summary
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..' (Triple Dot)

CWE-32; Path Traversal:

CWE Version 1.6
CWE-32: Path Traversal: "..." (Triple Dot)

The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize '..." (triple dot) sequences that can resolve to a location
that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The "..." manipulation is useful for bypassing some path traversal protection schemes. On some
Windows systems, it is equivalent to “..\.." and might bypass checks that assume only two dots
are valid. Insufficient filtering, such as removal of "./" sequences, can ultimately produce valid "..
sequences due to a collapse into unsafe value (CWE-182).
Time of Introduction
* Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2001-0467 "\..."in web server
CVE-2001-0480 read of arbitrary files and directories using GET or CD with "..." in Windows-based FTP

server.
CVE-2001-0615 ".."or"..."in chat server
CVE-2001-0963 "..."in cd command in FTP server
CVE-2001-1131 "..."in cd command in FTP server
CVE-2001-1193 "..."iin cd command in FTP server

CVE-2002-0288 read files using "." and Unicode-encoded "/" or "\" characters in the URL.

CVE-2003-0313 Directory listing of web server using "...
CVE-2005-1658 Triple dot

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as ' and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are how assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong input/output encoding (such as 1ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.
Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000
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CWE Version 1.6
CWE-33: Path Traversal: "...." (Multiple Dot)

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER "..." (triple dot)

Maintenance Notes
This manipulation-focused entry is currently hiding two distinct weaknesses, so it might need to be
split. The manipulation is effective in two different contexts: (1) it is equivalent to "..\.." on Windows,
or (2) it can take advantage of insufficient filtering, e.g. if the programmer does a single-pass
removal of "./" in a string (collapse of data into unsafe value)

CWE-33: Path Traversal: '...." (Multiple Dot)
Description
Summary

The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize '...." (multiple dot) sequences that can resolve to a
location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The "...." manipulation is useful for bypassing some path traversal protection schemes. On some
Windows systems, it is equivalent to "..\..\.." and might bypass checks that assume only two dots
are valid. Insufficient filtering, such as removal of "./" sequences, can ultimately produce valid ".."
sequences due to a collapse into unsafe value (CWE-182).
Time of Introduction
* Implementation
Applicable Platforms
Languages
o All
Observed Examples
Reference Description
CVE-1999-1082 read files via "......" in web server (doubled triple dot?)
CVE-2000-0240 read filesvial.......... /" in URL
CVE-2000-0773 read files via "...." in web server

CVE-2001-0491 multiple attacks using "..", "...", and "...." in different commands
CVE-2001-0615 ".."or"..."in chat server
CVE-2004-2121 read files via"......" in web server (doubled triple dot?)

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as ' and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFSs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
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CWE-34: Path Traversal:

CWE Version 1.6
CWE-34: Path Traversal: "..../I"

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page

ChildOf (B) 23 Relative Path Traversal 699 25
1000

CanFollow (B] 182 Collapse of Data Into Unsafe Value 1000 215

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER '...." (multiple dot)

Maintenance Notes
Like the triple-dot CWE-32, this manipulation probably hides multiple weaknesses that should be
made more explicit.

CWE-34: Path Traversal: "..../I"

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize '..../I' (doubled dot dot slash) sequences that can
resolve to a location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The "..../I' manipulation is useful for bypassing some path traversal protection schemes. If "../"
is filtered in a sequential fashion, as done by some regular expression engines, then "....//" can
collapse into the "../" unsafe value (CWE-182). It could also be useful when ".." is removed, if the
operating system treats "//" and "/" as equivalent.
Time of Introduction
¢ Implementation
Applicable Platforms
Languages
o All
Observed Examples
Description
Merak Mail Server with Icewarp, Sep. 10, 2004

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a '"inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
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CWE Version 1.6
CWE-35: Path Traversal: ".../.../I"

Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There

are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation

before being validated. Make sure that your application does not decode the same input twice.

Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000
ChildOf (B] 182 Collapse of Data Into Unsafe Value 1000 215
CanFollow (B] 182  Collapse of Data Into Unsafe Value 1000 215

Relationship Notes

This could occur due to a cleansing error that removes a single "../" from "..../["
Taxonomy Mappings

Mapped Taxonomy Name Mapped Node Name

PLOVER "..../I' (doubled dot dot slash)

CWE-35; Path Traversal: '.../...II"

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize ".../.../I' (doubled triple dot slash) sequences that can
resolve to a location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
The ".../.../I' manipulation is useful for bypassing some path traversal protection schemes. If "../"
is filtered in a sequential fashion, as done by some regular expression engines, then ".../.../[" can
collapse into the "../" unsafe value (CWE-182). Removing the first "../" yields "..../["; the second
removal yields "../". Depending on the algorithm, the software could be susceptible to CWE-34 but
not CWE-35, or vice versa.
Time of Introduction
* Implementation
Applicable Platforms

Languages
« All
Observed Examples
Reference Description

CVE-2005-0202 ".../..../II" bypasses regexp's that remove "./* and "../"
CVE-2005-2169 chain: ".../.../I" bypasses protection mechanism using regexp's that remove "../" resulting in
collapse into an unsafe value "../" (CWE-182) and resultant path traversal.

Potential Mitigations
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CWE-36: Absolute Path Traversal

CWE Version 1.6
CWE-36: Absolute Path Traversal

Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf (B) 23 Relative Path Traversal 699 25
1000
ChildOf (B] 182 Collapse of Data Into Unsafe Value 1000 215
CanFollow (B] 182  Collapse of Data Into Unsafe Value 1000 215

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER /A

CWE-36: Absolute Path Traversal

Description
Summary
The software uses external input to construct a pathname that should be within a restricted
directory, but it does not properly sanitize absolute path sequences such as "/abs/path" that can
resolve to a location that is outside of that directory.
Extended Description
This allows attackers to traverse the file system to access files or directories that are outside of
the restricted directory.
Time of Introduction
« Architecture and Design
¢ Implementation
Applicable Platforms
Languages
o All
Demonstrative Examples
In the example below, the path to a dictionary file is read from a system property and used to
initialize a File object without having been sanitized. Ideally, the path should be resolved relative to
some kind of application or user home directory.
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CWE Version 1.6
CWE-37: Path Traversal: '/absolute/pathname/here'

Java Example: Bad Code

String filename = System.getProperty("com.domain.application.dictionaryFile");
File dictionaryFile = new File(filename);
Potential Mitigations
see "Path Traversal" (CWE-22)
Relationships

Nature Type ID Name Page
ChildOf [C] 22 Path Traversal 699 23
1000
ParentOf (V] 37 Path Traversal: /absolute/pathname/here' 699 41
1000
ParentOf (V] 38 Path Traversal: \absolute\pathname\here' 699 42
1000
ParentOf (V) 39 Path Traversal: 'C:dirname’ 699 43
1000
ParentOf (V] 40 Path Traversal: \\UNC\share\name\' (Windows UNC Share) 699 44
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER Absolute Path Traversal

CWE-37: Path Traversal: ‘'/absolute/pathname/here'

Description
Summary
A software system that accepts input in the form of a slash absolute path (‘/absolute/pathname/
here") without appropriate validation can allow an attacker to traverse the file system to
unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
< All
Observed Examples
Reference Description

CVE-2000-0614 Arbitrary files may be overwritten via compressed attachments that specify absolute path
names for the decompressed output.

CVE-2001-1269 ZIP file extractor allows full path

CVE-2002-1345 Multiple FTP clients write arbitrary files via absolute paths in server responses

CVE-2002-1818 Path traversal using absolute pathname

CVE-2002-1913 Path traversal using absolute pathname

CVE-2005-2147 Path traversal using absolute pathname

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as '.' and ';' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are nhow assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
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CWE-38: Path Traversal: \absolute\pathname\here'

CWE Version 1.6
CWE-38: Path Traversal: \absolute\pathname\here'

Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There

are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation

before being validated. Make sure that your application does not decode the same input twice.

Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf (B) 36 Absolute Path Traversal 699 40
1000
ChildOf (V] 160 Improper Sanitization of Leading Special Elements 1000 192
ChildOf 743 CERT C Secure Coding Section 09 - Input Output (FIO) 734 758

Taxonomy Mappings
Mapped Taxonomy Name Node ID Mapped Node Name
PLOVER /absolute/pathname/here
CERT C Secure Coding FIO05-C Identify files using multiple file attributes

CWE-38: Path Traversal: \absolute\pathname\here'

Description
Summary
A software system that accepts input in the form of a backslash absolute path (\absolute
\pathname\here') without appropriate validation can allow an attacker to traverse the file system to
unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
< All
Observed Examples
Reference Description

CVE-1999-1263
CVE-2002-1525
CVE-2003-0753

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as '." and *;" which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a ."inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
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CWE Version 1.6
CWE-39: Path Traversal: 'C:dirname’

Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There

are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation

before being validated. Make sure that your application does not decode the same input twice.

Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page

ChildOf (B) 36 Absolute Path Traversal 699 40
1000

ChildOf 743 CERT C Secure Coding Section 09 - Input Output (FIO) 734 758

Taxonomy Mappings
Mapped Taxonomy Name Node ID Mapped Node Name

PLOVER \absolute\pathname\here (‘backslash absolute path’)

CERT C Secure Coding FIO05-C Identify files using multiple file attributes
CWE-39: Path Traversal: 'C:dirname'
Weakness ID: 39 (Weakness Variant) Status: Draft
Description

Summary

An attacker can inject a drive letter or Windows volume letter ('C:dirname’) into a software system
to potentially redirect access to an unintended location or arbitrary file.
Time of Introduction
e Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2001-0038
CVE-2001-0255
CVE-2001-0687
CVE-2001-0933
CVE-2002-0466
CVE-2002-1483
CVE-2004-2488 FTP server read/access arbitrary files using "C:\" filenames

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as "' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a "' inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
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CWE-40: Path Traversal: "WUNC\share\name\' (Windows UNC Share)

CWE Version 1.6
CWE-40: Path Traversal: \UNC\share\name\' (Windows UNC Share)

Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There

are too many variants to encode a character; you're likely to miss some variants.

Inputs should be decoded and canonicalized to the application's current internal representation

before being validated. Make sure that your application does not decode the same input twice.

Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they

have been checked.

Relationships

Nature Type ID Name Page

ChildOf (B) 36 Absolute Path Traversal 699 40
1000

ChildOf 743 CERT C Secure Coding Section 09 - Input Output (FIO) 734 758

Taxonomy Mappings
Mapped Taxonomy Name Node ID Mapped Node Name

PLOVER 'C:dirname’ or C: (Windows volume or 'drive letter")

CERT C Secure Coding FIO05-C Identify files using multiple file attributes
CWE-40: Path Traversal: "\UNC\share\name\' (Windows
UNC Share)
Weakness ID: 40 (Weakness Variant) Status: Draft
Description

Summary

An attacker can inject a Windows UNC share (\\UNC\share\name') into a software system to
potentially redirect access to an unintended location or arbitrary file.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2001-0687

Potential Mitigations
Assume all input is malicious. Attackers can insert paths into input vectors and traverse the file
system. Use an appropriate combination of black lists and white lists to ensure only valid and
expected input is processed by the system. Warning: if you attempt to cleanse your data, then do
so that the end result is not in the form that can be dangerous. A sanitizing mechanism can remove
characters such as '.' and ;' which may be required for some exploits. An attacker can try to fool
the sanitizing mechanism into "cleaning” data into a dangerous form. Suppose the attacker injects
a '."inside a filename (e.g. "sensi.tiveFile") and the sanitizing mechanism removes the character
resulting in the valid filename, "sensitiveFile". If the input data are now assumed to be safe, then
the file may be compromised. See CWE-182 (Collapse of Data Into Unsafe Value).
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
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CWE Version 1.6
CWE-41: Improper Resolution of Path Equivalence

Use and specify a strong input/output encoding (such as ISO 8859-1 or UTF 8).
Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Relationships

Nature Type ID Name Page
ChildOf @ 36 Absolute Path Traversal 699 40
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER ‘WUNC\share\name\' (Windows UNC share)

CWE-41: Improper Resolution of Path Equivalence

Description
Summary
The system or application is vulnerable to file system contents disclosure through path
equivalence. Path equivalence involves the use of special characters in file and directory names.
The associated manipulations are intended to generate multiple names for the same object.
Extended Description
Path equivalence is usually employed in order to circumvent access controls expressed using
an incomplete set of file name or file path representations. This is different from path traversal,
wherein the manipulations are performed to generate a name for a different object.
Time of Introduction
* Implementation
Applicable Platforms
Languages
o All
Potential Mitigations
Architecture and Design
Assume all input is malicious. Use a standard input validation mechanism to validate all input for
length, type, syntax, and business rules before accepting the data to be displayed or stored. Use
an "accept known good" validation strategy. Input (specifically, unexpected CRLFs) that is not
appropriate should not be processed into HTTP headers.
Use and specify a strong output encoding (such as ISO 8859-1 or UTF 8).

Do not rely exclusively on blacklist validation to detect malicious input or to encode output. There
are too many variants to encode a character; you're likely to miss some variants.
Inputs should be decoded and canonicalized to the application's current internal representation
before being validated. Make sure that your application does not decode the same input twice.
Such errors could be used to bypass whitelist schemes by introducing dangerous inputs after they
have been checked.

Other Notes
Some of these manipulations could be effective in path traversal issues, too.

Relationships

Nature Type ID Name Page
ChildOf 21 Pathname Traversal and Equivalence Errors 699 23
ChildOf 632 Weaknesses that Affect Files or Directories 631 637
ChildOf [C] 706 Use of Incorrectly-Resolved Name or Reference 1000 738
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CWE-42: Path Equivalence: 'filename.' (Trailing Dot)

CWE Version 1.6
CWE-42: Path Equivalence: filename.' (Trailing Dot)

Nature Type ID Name Page
ChildOf 723 OWASP Top Ten 2004 Category A2 - Broken Access Control 711 746
ChildOf 743  CERT C Secure Coding Section 09 - Input Output (FIO) 734 758
CanFollow [C] 20 Improper Input Validation 1000 15
ParentOf (V] 42 Path Equivalence: ‘filename.' (Trailing Dot) 699 46
1000
ParentOf (V] 44 Path Equivalence: ‘file.name' (Internal Dot) 699 48
1000
ParentOf (V] 46 Path Equivalence: ‘filename ' (Trailing Space) 699 49
1000
ParentOf (V] a7 Path Equivalence: ' filename (Leading Space) 699 49
1000
ParentOf (V] 48 Path Equivalence: ‘file name' (Internal Whitespace) 699 50
1000
ParentOf (V] 49 Path Equivalence: ‘filename/' (Trailing Slash) 699 50
1000
ParentOf (V] 50 Path Equivalence: '//multiple/leading/slash’ 699 51
1000
ParentOf (V] 51 Path Equivalence: '/multiple//internal/slash’ 699 52
1000
ParentOf (V] 52 Path Equivalence: '/multiple/trailing/slash//' 699 52
1000
ParentOf 9 53 Path Equivalence: "\multiple\\internal\backslash' 699 53
1000
ParentOf (V] 54 Path Equivalence: ‘filedir\' (Trailing Backslash) 699 53
1000
ParentOf (V] 55 Path Equivalence: '/./' (Single Dot Directory) 699 54
1000
ParentOf (V] 56 Path Equivalence: ‘filedir*' (Wildcard) 699 54
1000
ParentOf (V] 57 Path Equivalence: ‘fakedir/../realdir/filename’ 699 55
1000
ParentOf (V] 58 Path Equivalence: Windows 8.3 Filename 699 56
1000
CanFollow ® 73 External Control of File Name or Path 1000 69
CanFollow (C] 172 Encoding Error 1000 205

Affected Resources
* File/Directory
Taxonomy Mappings
Mapped Taxonomy Name Node ID Mapped Node Name
PLOVER Path Equivalence
CERT C Secure Coding FIO02-C Canonicalize path names originating from untrusted sources

Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
3 Using Leading 'Ghost' Character Sequences to Bypass Input Filters
4 Using Alternative IP Address Encodings

CWE-42: Path Equivalence: 'filename.' (Trailing Dot)

Description
Summary
A software system that accepts path input in the form of trailing dot (‘filedir.") without appropriate
validation can lead to ambiguous path resolution and allow an attacker to traverse the file system
to unintended locations or access arbitrary files.
Time of Introduction
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CWE Version 1.6
CWE-43: Path Equivalence: filename...." (Multiple Trailing Dot)

¢ Implementation
Applicable Platforms

Languages
< All
Observed Examples
Reference Description

CVE-2000-1114 Source code disclosure using trailing dot

CVE-2000-1133 Bypass directory access restrictions using trailing dot in URL
CVE-2001-1386 Bypass check for ".Ink" extension using ".Ink."
CVE-2002-1986, Source code disclosure using trailing dot

CVE-2004-0061 Bypass directory access restrictions using trailing dot in URL
CVE-2004-2213 Source code disclosure using trailing dot

CVE-2005-3293 Source code disclosure using trailing dot

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ChildOf (V] 162 Improper Sanitization of Trailing Special Elements 1000 194

ParentOf (V] 43 Path Equivalence: ‘filename...." (Multiple Trailing Dot) 699 47
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER Trailing Dot - ‘filedir.!

CWE-43: Path Equivalence: 'filename...." (Multiple Trailing

Dot)
Description
Summary

A software system that accepts path input in the form of multiple trailing dot (‘filedir....") without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
< All
Observed Examples
Reference Description

BUGTRAQ:200402@fche + Resin Reveals JSP Source Code ...

CVE-2004-0281 Multiple trailing dot allows directory listing
Potential Mitigations

see the vulnerability category "Pathname Traversal and Equivalence Errors"
Relationships

Nature Type ID Name Page

ChildOf (V] 42 Path Equivalence: ‘filename.' (Trailing Dot) 699 46
1000

ChildOf (V] 163 Improper Sanitization of Multiple Trailing Special Elements 1000 195

Taxonomy Mappings
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CWE-44: Path Equivalence: 'file.name' (Internal Dot)

CWE Version 1.6
CWE-44: Path Equivalence: file.name' (Internal Dot)

Mapped Taxonomy Name Mapped Node Name
PLOVER Multiple Trailing Dot - ‘filedir...."

CWE-44: Path Equivalence: 'file.name' (Internal Dot)

Description
Summary
A software system that accepts path input in the form of internal dot (‘file.ordir) without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
* Implementation
Applicable Platforms
Languages
< All
Potential Mitigations
see the vulnerability category "Path Equivalence"
Other Notes
This variant does not have any easily findable, publicly reported vulnerabilities, but it can be an
effective manipulation in weaknesses such as validate-before-cleanse, which might remove a dot
from a string to produce an unexpected string.
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ParentOf (V] 45 Path Equivalence: ‘file...name' (Multiple Internal Dot) 699 48
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER Internal Dot - 'file.ordir'

CWE-45: Path Equivalence: 'file...name' (Multiple Internal
Dot)

Weakness ID: 45 (Weakness Variant) Status: Incomplete

Description
Summary
A software system that accepts path input in the form of multiple internal dot (‘file...dir") without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
Applicable Platforms
Languages
o All
Potential Mitigations
see the vulnerability category "Path Equivalence”
Other Notes
This variant does not have any easily findable, publicly reported vulnerabilities, but it can be an
effective manipulation in weaknesses such as validate-before-cleanse, which might use a regular
expression that removes ".." sequences from a string to produce an unexpected string.
Relationships
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CWE Version 1.6
CWE-46: Path Equivalence: ‘filename ' (Trailing Space)

Nature Type ID Name Page

ChildOf (V] 44 Path Equivalence: ‘file.name' (Internal Dot) 699 48
1000

ChildOf (V] 165 Improper Sanitization of Multiple Internal Special Elements 1000 197

Taxonomy Mappings
Mapped Taxonomy Name
PLOVER

Mapped Node Name
Multiple Internal Dot - file...dir'

CWE-46: Path Equivalence: 'filename ' (Trailing Space)

Description
Summary
A software system that accepts path input in the form of trailing space (filedir *) without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
* Implementation
Applicable Platforms

Languages
« All
Observed Examples
Reference Description

CVE-2001-0054

CVE-2001-0693
CVE-2001-0778
CVE-2001-1248
CVE-2002-1451
CVE-2002-1603
CVE-2004-0280
CVE-2004-2213
CVE-2005-0622
CVE-2005-1656

Multi-Factor Vulnerability (MVF). directory traversal and other issues in FTP server using
Web encodings such as "%20"; certain manipulations have unusual side effects.
Source disclosure via trailing encoded space "%20"

Source disclosure via trailing encoded space "%20"

Source disclosure via trailing encoded space "%20"

Trailing space ("+" in query string) leads to source code disclosure.

Source disclosure via trailing encoded space "%20"

Source disclosure via trailing encoded space "%20"

Source disclosure via trailing encoded space "%20"

Source disclosure via trailing encoded space "%20"

Source disclosure via trailing encoded space "%20"

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000
ChildOf (V] 162 Improper Sanitization of Trailing Special Elements 1000 194
CanPrecede 289  Authentication Bypass by Alternate Name 1000 320

Taxonomy Mappings
Mapped Taxonomy Name
PLOVER

Mapped Node Name
Trailing Space - ffiledir '

CWE-47: Path Equivalence: ' filename (Leading Space)

Description
Summary
A software system that accepts path input in the form of leading space (' filedir’) without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
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CWE-48: Path Equivalence: 'file name' (Internal Whitespace)

CWE Version 1.6
CWE-48: Path Equivalence: file name' (Internal Whitespace)

Time of Introduction

¢ Implementation
Applicable Platforms

Languages

o All

Potential Mitigations

see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER Leading Space - ' filedir'

CWE-48: Path Equivalence: 'file name' (Internal

Whitespace)
Weakness ID: 48 (Weakness Variant) Status: Incomplete

Description
Summary
A software system that accepts path input in the form of internal space (‘file(SPACE)name’)
without appropriate validation can lead to ambiguous path resolution and allow an attacker to
traverse the file system to unintended locations or access arbitrary files.
Time of Introduction
e Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2000-0293 Filenames with spaces allow arbitrary file deletion when the product does not properly
guote them; some overlap with path traversal.

CVE-2001-1567 "+" characters in query string converted to spaces before sensitive file/extension (internal
space), leading to bypass of access restrictions to the file.

Potential Mitigations
see the vulnerability category "Path Equivalence"

Other Notes
This is not necessarily an equivalence issue, but it can also be used to spoof icons or conduct
information hiding via information truncation (see user interface errors).

This weakness is likely to overlap quoting problems, e.g. the "Program Files" untrusted search path
variants. It also could be an equivalence issue if filtering removes all extraneous spaces.
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000
Taxonomy Mappings
Mapped Taxonomy Name Node ID Fit Mapped Node Name
PLOVER file(SPACE)name (internal space)
OWASP Top Ten 2004 A9 CWE More Specific  Denial of Service

CWE-49: Path Equivalence: 'filename/' (Trailing Slash)
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CWE Version 1.6
CWE-50: Path Equivalence: '//multiple/leading/slash’

Weakness ID: 49 (Weakness Variant) Status: Incomplete
Description
Summary
A software system that accepts path input in the form of trailing slash (‘filedir/") without appropriate
validation can lead to ambiguous path resolution and allow an attacker to traverse the file system
to unintended locations or access arbitrary files.
Time of Introduction
* Implementation
¢ Operation
Applicable Platforms
Languages
< All
Observed Examples
Reference Description
BID:3518
CVE-2001-0446
CVE-2001-0892
CVE-2001-0893 Read sensitive files with trailing "/*
CVE-2002-0253 Overlaps infoleak
CVE-2004-0334 Bypass Basic Authentication for files using trailing "/"
CVE-2004-1101 Failure to handle filename request with trailing "/" causes multiple consequences, including
server crash and a Visual Basic error message that enables XSS and information leak.
CVE-2004-1814

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ChildOf (V] 162 Improper Sanitization of Trailing Special Elements 1000 194

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER filedir/ (trailing slash, trailing /)

CWE-50: Path Equivalence: '//multiple/leading/slash’

Weakness ID: 50 (Weakness Variant) Status: Incomplete
Description
Summary
A software system that accepts path input in the form of multiple leading slash (‘//multiple/leading/
slash') without appropriate validation can lead to ambiguous path resolution and allow an attacker
to traverse the file system to unintended locations or access arbitrary files.
Time of Introduction
« Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-1999-1456

CVE-2000-1050 Access directory using multiple leading slash.

CVE-2001-1072 Bypass access restrictions via multiple leading slash, which causes a regular expression to
fail.

CVE-2002-0275
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CWE-51: Path Equivalence: '/'multiple//internal/slash’

CWE Version 1.6
CWE-51: Path Equivalence: ''multiple//internal/slash’

Reference Description

CVE-2002-1238

CVE-2002-1483

CVE-2004-0235 Archive extracts to arbitrary files using multiple leading slash in filenames in the archive.
CVE-2004-0578

CVE-2004-1032

CVE-2004-1878

CVE-2005-1365

Potential Mitigations
see the vulnerability category "Path Equivalence”
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ChildOf (V] 161 Improper Sanitization of Multiple Leading Special Elements 1000 193

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER /Imultiple/leading/slash (‘'multiple leading slash')

CWE-51: Path Equivalence: '/multiple//internal/slash’

Description
Summary
A software system that accepts path input in the form of multiple internal slash (‘/multiple//
internal/slash/') without appropriate validation can lead to ambiguous path resolution and allow an
attacker to traverse the file system to unintended locations or access arbitrary files.
Time of Introduction
« Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2002-1483 Read files with full pathname using multiple internal slash.

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER /multiple//internal/slash (‘'multiple internal slash')

CWE-52: Path Equivalence: '/multiple/trailing/slash//’
Description
Summary
A software system that accepts path input in the form of multiple trailing slash (‘/multiple/trailing/
slash//") without appropriate validation can lead to ambiguous path resolution and allow an
attacker to traverse the file system to unintended locations or access arbitrary files.
Time of Introduction
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CWE Version 1.6
CWE-53: Path Equivalence: "\multiple\\internal\backslash'

¢ Implementation
Applicable Platforms

Languages
< All
Observed Examples
Reference Description

CVE-2002-1078 Directory listings in web server using multiple trailing slash

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000
ChildOf (V] 163 Improper Sanitization of Multiple Trailing Special Elements 1000 195
CanPrecede & 289  Authentication Bypass by Alternate Name 1000 320

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER /multiple/trailing/slash// (‘'multiple trailing slash’)

CWE-53: Path Equivalence: "\multiple\\internal\backslash'’

Description
Summary
A software system that accepts path input in the form of multiple internal backslash (\multiple
\trailing\\slash') without appropriate validation can lead to ambiguous path resolution and allow an
attacker to traverse the file system to unintended locations or access arbitrary files.
Time of Introduction
e Implementation
Applicable Platforms
Languages
< All
Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ChildOf (V] 165 Improper Sanitization of Multiple Internal Special Elements 1000 197

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER \multiple\\internal\backslash

CWE-54: Path Equivalence: 'filedir\' (Trailing Backslash)

Description
Summary
A software system that accepts path input in the form of trailing backslash (‘filedir\') without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
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CWE-55: Path Equivalence: '/.I' (Single Dot Directory)

CWE Version 1.6
CWE-55: Path Equivalence: '/./' (Single Dot Directory)

Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2004-0847

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ChildOf (V] 162 Improper Sanitization of Trailing Special Elements 1000 194

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER filedin\ (trailing backslash)
CWE-55: Path Equivalence: '/./' (Single Dot Directory)
Weakness ID: 55 (Weakness Variant) Status: Incomplete
Description

Summary

A software system that accepts path input in the form of single dot directory exploit ('/./') without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
< All
Observed Examples
Reference Description
BID:6042

CVE-1999-1083 Possibly (could be a cleansing error)
CVE-2000-0004

CVE-2002-0112

CVE-2002-0304

CVE-2004-0815 "l./l/lletc" cleansed to ".///etc" then "/etc"

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER 1./ (single dot directory)
CWE-56: Path Equivalence: 'filedir* (Wildcard)
Description

Summary
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CWE Version 1.6
CWE-57: Path Equivalence: 'fakedir/../realdir/filename’

A software system that accepts path input in the form of asterisk wildcard (‘filedir*') without
appropriate validation can lead to ambiguous path resolution and allow an attacker to traverse the
file system to unintended locations or access arbitrary files.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2002-0433 List files in web server using "*.ext"
CVE-2004-0696 List directories using desired path and "*"

Potential Mitigations
see the vulnerability category "Path Equivalence”
Relationships

Nature Type ID Name Page

ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

ChildOf (V] 155 Improper Sanitization of Wildcards or Matching Symbols 1000 187

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER filedir* (asterisk / wildcard)
CWE-57: Path Equivalence: 'fakedir/../realdir/filename'
Weakness ID: 57 (Weakness Variant) Status: Incomplete
Description

Summary

The software contains protection mechanisms to restrict access to 'realdir/filename’, but it
constructs pathnames using external input in the form of ‘fakedir/../realdir/filename’ that are not
handled by those mechanisms. This allows attackers to perform unauthorized actions against the
targeted file.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
o All
Observed Examples
Reference Description

CVE-2000-0191 application check access for restricted URL before canonicalization
CVE-2001-1152
CVE-2005-1366 CGl source disclosure using "dirname/../cgi-bin"

Potential Mitigations
see the vulnerability category "Path Equivalence"
Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

Theoretical Notes
This is a manipulation that uses an injection for one consequence (containment violation using
relative path) to achieve a different consequence (equivalence by alternate name).
Taxonomy Mappings
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CWE-58: Path Equivalence: Windows 8.3 Filename

CWE Version 1.6
CWE-58: Path Equivalence: Windows 8.3 Filename

Mapped Taxonomy Name Mapped Node Name
PLOVER dirname/fakechild/../realchild/filename

CWE-58: Path Equivalence: Windows 8.3 Filename

Description
Summary
The software contains a protection mechanism that restricts access to a long filename on a
Windows operating system, but the software does not properly restrict access to the equivalent
short "8.3" filename.
Extended Description
On later Windows operating systems, a file can have a "long name" and a short name that
is compatible with older Windows file systems, with up to 8 characters in the filename and 3
characters for the extension. These "8.3" filenames, therefore, act as an alternate name for files
with long names, so they are useful pathname equivalence manipulations.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
o All
Operating Systems
* Windows
Observed Examples
Reference Description

CVE-1999-0012 Multiple web servers allow restriction bypass using 8.3 names instead of long names

CVE-2001-0795 Source code disclosure using 8.3 file name.

CVE-2005-0471 Multi-Factor Vulnerability. Product generates temporary filenames using long filenames,
which become predictable in 8.3 format.

Potential Mitigations
Disable Windows from supporting 8.3 filenames by editing the Windows registry. Preventing 8.3
filenames will not remove previously generated 8.3 filenames.

Relationships

Nature Type ID Name Page
ChildOf (B] 41 Improper Resolution of Path Equivalence 699 45
1000

Research Gaps
Probably under-studied
Functional Areas
 File processing
Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name
PLOVER Windows 8.3 Filename

References
M. Howard and D. LeBlanc. "Writing Secure Code". 2nd Edition. Microsoft. 2003.

CWE-59: Improper Link Resolution Before File Access
('Link Following")

Weakness ID: 59 (Weakness Base)
Description
Summary
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CWE-59: Improper Link Resolution Before File Access (‘Link Following")

The software attempts to access a file based on the filename, but it does not properly prevent that
filename from identifying a link or shortcut that resolves to an unintended resource.
Alternate Terms
insecure temporary file
Some people use the phrase "insecure temporary file" when referring to a link following
weakness, but other weaknesses can produce insecure temporary files without any symlink
involvement at all.
Time of Introduction
« Implementation
Applicable Platforms
Languages
o All
Operating Systems
¢ Windows (Sometimes)
¢ UNIX (Often)
Likelihood of Exploit
Low to Medium
Potential Mitigations
Follow the principle of least privilege when assigning access rights to files. Denying access to
a file can prevent an attacker from replacing that file with a link to a sensitive file. Ensure good
compartmentalization in the system to provide protected areas that can be trusted.
Background Details
: Soft links are a UNIX term that is synonymous with simple shortcuts on windows based platforms.
Other Notes
Windows simple shortcuts, sometimes referred to as soft links, can be exploited remotely since an
".LNK" file can be uploaded like a normal file.
Weakness Ordinalities
Resultant (where the weakness is typically related to the presence of some other weaknesses)
Relationships

Nature Type ID Name Page
ChildOf 21 Pathname Traversal and Equivalence Errors 699 23
ChildOf 632 Weaknesses that Affect Files or Directories 631 637
ChildOf (C] 706 Use of Incorrectly-Resolved Name or Reference 1000 738
ChildOf 743 CERT C Secure Coding Section 09 - Input Output (FIO) 734 758
ChildOf 748 CERT C Secure Coding Section 50 - POSIX (POS) 734 761
ParentOf 60 UNIX Path Link Problems 699 58
ParentOf Y 61 UNIX Symbolic Link (Symlink) Following 1000 58
ParentOf (V) 62 UNIX Hard Link 1000 60
ParentOf 63 Windows Path Link Problems 699 61
ParentOf (V] 64 Windows Shortcut Following (.LNK) 1000 61
ParentOf (V] 65 Windows Hard Link 1000 62
CanFollow ® 73 External Control of File Name or Path 1000 69
CanFollow (B] 363 Race Condition Enabling Link Following 1000 395
MemberOf 635 Weaknesses Used by NVD 635 639

Relationship Notes
Link following vulnerabilities are Multi-factor Vulnerabilities (MFV). They are the combination of
multiple elements: file or directory permissions, filename predictability, race conditions, and in
some cases, a design limitation in which there is no mechanism for performing atomic file creation
operations.
Some potential factors are race conditions, permissions, and predictability.

Research Gaps
UNIX hard links, and Windows hard/soft links are under-studied and under-reported.
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CWE-60: UNIX Path Link Problems

CWE Version 1.6
CWE-60: UNIX Path Link Problems

Affected Resources
* File/Directory
Functional Areas
* File processing, temporary files
Causal Nature
Explicit (an explicit weakness resulting from behavior of the developer)
Taxonomy Mappings
Mapped Taxonomy Name Node ID Mapped Node Name
PLOVER Link Following
CERT C Secure Coding FIO02-C Canonicalize path names originating from untrusted sources
CERT C Secure Coding POS01-C Check for the existence of links when dealing with files

Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
17 Accessing, Modifying or Executing Executable Files
35 Leverage Executable Code in Nonexecutable Files
76 Manipulating Input to File System Calls

CWE-60: UNIX Path Link Problems

Description
Summary
Weaknesses in this category are related to improper handling of links within Unix-based operating
systems.
Applicable Platforms

Languages
« All
Relationships

Nature Type ID Name Page

ChildOf (B] 59 Improper Link Resolution Before File Access ('Link Following’) 699 56

ChildOf 632 Weaknesses that Affect Files or Directories 631 637

ParentOf o 61 UNIX Symbolic Link (Symlink) Following 631 58
699

ParentOf (V) 62 UNIX Hard Link 631 60
699

Taxonomy Mappings
Mapped Taxonomy Name Mapped Node Name

PLOVER UNIX Path Link problems
CWE-61: UNIX Symbolic Link (Symlink) Following
Compound Element ID: 61 (Compound Element Variant: Composite) Status: Incomplete
Description

Summary

The software, when opening a file or directory, does not sufficiently account for when the file is a
symbolic link that resolves to a target outside of the intended control sphere. This could allow an
attacker to cause the software to operate on unauthorized files.

Extended Description
A software system that allows UNIX symbolic links (symlink) as part of paths whether in internal
code or through user input can allow an attacker to spoof the symbolic link and traverse the file
system to unintended locations or access arbitrary files. The symbolic link can permit an attacker
to read/write/corrupt a file that they originally did not have permissions to access.

Alternate Terms
Symlink following
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CWE-61: UNIX Symbolic Link (Symlink) Following

symlink vulnerability
Time of Introduction
¢ Implementation
Applicable Platforms
Languages
o All
Likelihood of Exploit
High to Very High
Observed Examples
Reference Description
CVE-1999-1386
CVE-2000-0972 Setuid product allows file reading by replacing a file being edited with a symlink to the
targeted file, leaking the result in error messages when parsing fails.
CVE-2000-1178
CVE-2003-0517
CVE-2004-0217
CVE-2004-0689 Possible interesting example
CVE-2005-0824 Signal causes a dump that follows symlinks.
CVE-2005-1879 Second-order symlink vulnerabilities
CVE-2005-1880 Second-order symlink vulnerabilities
CVE-2005-1916 Symlink in Python program

Potential Mitigations
Symbolic link attacks often occur when a program creates a tmp directory that stores files/
links. Access to the directory should be restricted to the program as to prevent attackers from
manipulating the files.
Follow the principle of least privilege when assigning access rights to files. Denying access to
a file can prevent an attacker from replacing that file with a link to a sensitive file. Ensure good
compartmentalization in the system to provide protected areas that can be trusted.
Other Notes
Fault: filename predictability, insecure directory permissions, non-atomic operations, race
condition.
These are typically reported for temporary files or privileged programs.
Weakness Ordinalities
Resultant (where the weakness is typically related to the presence of some other weaknesses)
Relationships

Nature Type ID Name Page
ChildOf (B] 59 Improper Link Resolution Before File Access ('Link Following’) 1000 56
ChildOf 60 UNIX Path Link Problems 631 58
699

Requires [C] 216 Containment Errors (Container Errors) 1000 252
Requires 275  Permission Issues 1000 307
Requires [C] 340 Predictability Problems 1000 371
Requires (C] 362  Race Condition 1000 392
Requires (E] 386 Symbolic Name not Mapping to Correct Object 1000 422

Research Gaps
Symlink vulnerabilities are regularly found in C and shell programs, but all programming languages
can have this problem. Even shell programs are probably under-reported.
"Second-order symlink vulnerabilities" may exist in programs that invoke other programs that follow
symlinks. They are rarely reported but are likely to be fairly common when process invocation is
used. Reference: [Christey2005]

Causal Nature
Explicit (an explicit weakness resulting from behavior of the developer)

Taxonomy Mappings
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CWE-62: UNIX Hard Link

CWE Version 1.6
CWE-62: UNIX Hard Link

Mapped Taxonomy Name Mapped Node Name

PLOVER UNIX symbolic link following

Related Attack Patterns
CAPEC-ID Attack Pattern Name (CAPEC Version 1.4)
27 Leveraging Race Conditions via Symbolic Links

References

Steve Christey. "Second-Order Symlink Vulnerabilities". Bugtrag. 2005-06-07. < http://
www.securityfocus.com/archive/1/401682 >.

Shaun Colley. "Crafting Symlinks for Fun and Profit". Infosec Writers Text Library. 2004-04-12. <
http://www.infosecwriters.com/texts.php?op=display&id=159 >.

CWE-62: UNIX Hard Link

Description
Summary
The software, when opening a file or directory, does not sufficiently account for when the name
is associated with a hard link to a target that is outside of the intended control sphere. This could
allow an attacker to cause the software to operate on unauthorized files.
Extended Description
Failure for a system to check for hard links can result in vulnerability to different types of attacks.
For example, an attacker can escalate their privileges if a file used by a privileged program is
replaced with a hard link to a sensitive file (e.g. /etc/passwd). When the process opens the file,
the attacker can assume the privileges of that process.
Time of Introduction
¢ Implementation
Applicable Platforms

Languages
o All
Operating Systems
* UNIX
Observed Examples
Reference Description
BUGTRAQ:2003028nBSD chpass/chfn/chsh file content leak
ASA-0001

CVE-1999-0783

CVE-2001-1494 Hard link attack, file overwrite; interesting because program checks against soft links
CVE-2002-0793

CVE-2003-0578

CVE-2004-1603

CVE-2004-1901

CVE-2005-1111 Hard link race condition

Potential Mitigations
Follow the principle of least privilege when assigning access rights to files. Denying access to
a file can prevent an attacker from replacing that file with a link to a sensitive file. Ensure good
compartmentalization in the system to provide protected areas that can be trusted.
Weakness Ordinalities
Resultant (where the weakness is typically related to the presence of some other weaknesses)
Relationships

Nature Type ID Name Page

ChildOf (B] 59 Improper Link Resolution Before File Access ('Link Following’) 1000 56

ChildOf 60 UNIX Path Link Problems 631 58
699

ChildOf 743 CERT C Secure Coding Section 09 - Input Output (FIO) 734 758
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CWE-63: Windows Path Link Problems

Nature Type ID Name Page
PeerOf (V] 71 Apple '.DS_Store' 1000 67

Research Gaps
Under-studied. It is likely that programs that check for symbolic links could be vulnerable to hard
links.
Causal Nature
Explicit (an explicit weakness resulting from behavior of the developer)
Taxonomy Mappings
Mapped Taxonomy Name Node ID Mapped Node Name

PLOVER UNIX hard link

CERT C Secure Coding FIO05-C Identify files using multiple file attributes
CWE-63: Windows Path Link Problems
Category ID: 63 (Category) Status: Draft
Description

Summary

Weaknesses in this category are related to improper handling of links within Windows-based
operating systems.
Applicable Platforms

Languages
o All
Operating Systems
e Windows
Relationships
Nature Type ID Name Page
ChildOf (B] 59 Improper Link Resolution Before File Access (‘Link Following') 699 56
ChildOf 632 Weaknesses that Affect Files or Directories 631 637
ParentOf (V] 64 Windows Shortcut Following (.LNK) 631 61
699
ParentOf V] 65 Windows Hard Link 631 62
699

CWE-64: Windows Shortcut Following (.LNK)

Description
Summary
The software, when opening a file or directory, does not sufficiently handle when the file is a
Windows shortcut (.LNK) whose target is outside of the intended control sphere. This could allow
an attacker to cause the software to operate on unauthorized files.
Extended Description
The shortcut (file with the .Ink extension) can permit an attacker to read/write a file that they
originally did not have permissions to access.
Alternate Terms
Windows symbolic link following
symlink
Time of Introduction
e Operation
Applicable Platforms
Languages
o All
Operating Systems
* Windows
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CWE-65: Windows Hard Link

CWE Versi